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This is the first year of our three-year project, called Leakage Energy Management for
Multithreaded Programs. The objective of this project is to design a methodology for leakage
energy management for multithreaded programs. In this project, we proposed a novel hardware
mechanism, called predicated power gating. We also used compiler techniques with the previous
proposed MHP (May-Happen-in-Parallel) analysis to propose a scheme, called multithreaded
power-gating analysis (MTPGA), for managing predicated-power-gating instructions. In the
first year of the project, we developed a solution for employing leakage energy management for
multithreaded programs. We achieved some significant results: (1) we have deeply investigated
into multithreading analyses on the literature and applied the techniques to the proposed
approach. (2) We proposed the concept of predicated-power-gating mechanism in order to solve
the problem that normal power-gating mechanism cannot be applied to multithreaded programs.
This is a brand new concept and was not appeared in the literature. (3) We reused the
information obtained from MHP and previously proposed analyses and proposed a multithread
power gating analysis to manage predicated power-gating instructions. We will keep doing

research on this subject and extend our research to multi-core architectures.
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Predicated-Power-Gating Mechanism

We import the idea of conditional execution into power-gating devices for solving the
improper power-gating control among a set of concurrent threads. Suppose that there are N
power-gating candidate units: Candidatel, Candidate2, ..., CandidateN. Figure 1 and Figure
2 show the block diagram of a normal power-gating mechanism and a
predicated-power-gating mechanism. In Figure 1, the block diagram with normal
power-gating devices, there is a N-bit power-gating control register (pgcl, pgc2, ..., pgcN),
which controls the power state of the N power-gating candidates, and a power-gating
controller, which takes power-gating instructions and revises the power-gating control
register accordingly. The proposed predicated-power-gating mechanism (Figure 2) is similar
to regular power gating, but a N-bit power-gating predicate register (pgpl, pgp2, ..., pgpN)
and N switches are added for predication support. In addition, we define the
predicated-power-gating operations as follows for the implementation details. Note that these
operations must be atomic with respect to each other in order to prevent multiple threads

from accessing control at precisely the same time.
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Figure 1: Power-gating mechanism
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Figure 2: Power-gating mechanism with predication support
® Predicated-power-on operation:
»  Power on Candidatei if predicate bit pgpi is set.
» Increase the reference counter of Candidatei (rci), which keeps track of the
number of threads that reference the power-gating candidate at this time, by one.

»  Unset predicate bit pgpi.



® Predicated-power-off operation:
>  Decrease the reference counter of Candidatei (rci) by one.
»  Set predicate bit pgpi if reference counter rci is zero.

»  Power off Candidatei if predicate bit pgpi is set.

Moreover, there should be an initialization process for unsetting all the predicate bits (pgpl,
pgp2, ..., pgpN) and emptying all the reference counters (rcl, rc2, ..., rcN) when the

processor is activated.

Multithreaded Power-Gating Analysis (MTPGA)

The leakage-power-reduction framework presented in “Compilation for Compact
Power-Gating Controls” is inapplicable to multithreaded programs since the interleaved
execution of threads most likely ruins the concept developed in the framework. However, it
does reveal valuable information about the potential control concepts of each single thread
within a program. It provides the information of the component activities of each thread and
tells whether power-gating controls should be applied within each thread. Once the problem
of incorrect power-gating controls among threads becomes solved, power-gating
management for multithreaded programs will be achievable.

The proposed MTPGA is proceeded on top of the results of the CADFA with
Sink-N-Hoist (proposed in “Compilation for Compact Power-Gating Controls””) and MHP
(May-Happen-in-Parallel) analyses. The basic idea is to combine both the CADFA with
Sink-N-Hoist and MHP information with the predicated-power-gating mechanism. More
specifically, MTPGA generally inserts a pair of predicated-power-on and -off operations at
the positions that a power-gating candidate is first activated and last deactivated within a
thread upon a proposed cost model.

However, predicated-power gating is not cost-free and has more side effect than
normal power gating. Sometimes applying predicated-power-gating control might result in
less energy reduction than applying normal power-gating control. We take this into
consideration and build a model for determining whether predicated-power gating should be
employed. The model is based on the comparison of the energy cost between normal power
gating and predicated-power gating in a MHP region. Suppose that there are power-gating
candidate units: Candidatel, Candidate2, ..., CandidateN and K threads in a MHP region:
Thread1, Thread2, : : :, ThreadK. We define two functions, named A() and A(), which take
a thread and a power-gating candidate as their parameters, as follows for computing the
inactive period of the power-gating candidate before/after the candidate operates for the
first/last time within the thread.

A(Threadi,Candidatej) = start(Threadi,Candidatej) — start(Threadi)
and
A(Threadi,Candidatej) = end(Threadi) — end(Threadi,Candidatej),

where start(Threadi,Candidatej) returns the time Candidatej is first used in Threadi and



start(Threadi) returns the start time of Threadi, and on the contrary, end(Threadi,Candidatej)
returns the time Candidate;j is last used in Threadi and end(Threadi) returns the end time of
Threadi.

start(Threadl)
e

[ T A(Thread1, Candidatel )
7\start(Thread1, Candidatel)

/end(Threadl, Candidatel)

T E T A(Thread1, Candidatel)

™ end(Thread1)

Figure 3: Illustration of A and A computation

Figure 3 portrays the implications of the above functions with Threadl and Candidatel, the
candidate in yellow, as parameters. Furthermore, we define that M (Candidatej) and
M(Candidatej) return the minimum of A(Threadi, Candidatej) and A (Threadi, Candidatej)
in terms of all Threadi:

M(Candidatej) = MIN,,A(Threadi,Candidatej)
and
M(Candidatej) = MIN,A(Threadi,Candidatej).

M(Candidatej) represents the earliest time that Candidatej might be used after the MHP
region starts and M(Candidatej) the latest time that Candidatej might be operated prior to
the MHP region ends. Accordingly, the energy is

Eon(Candidatej) + Eoff (Candidatej) + Kj x (Epred-on + Epred-off)+
(M(Candidatej) + M(Candidatej)) x Prieak(Candidatej),

where functions Eon(Candidatej) and Eoff (Candidatej) return the energy consumption of
issuing a power-on and a power-off instruction for component Candidatej respectively; Kj
represent the number of threads in the MHP region that require Candidatej to operate; Epred-on
and Epred-off stand for the energy consumption of operating a set of predicated-power-on and
predicated-power-off manipulation operations, excluding the power-on and power-off
operations, respectively; Prieak(C) represents the leakage-power consumption of component
Candidatej in a cycle when the power supply is gated. On the contrary, when we employ
normal power-gating control at the beginning and end of the MHP region, rather than
applying the predicated-power-gating management, the energy consumption of such

operations and the potential leakage dissipation is



Eon(Candidatej) + Eoff (Candidatej)+
(M(Candidatej) +M(Candidatej)) x Pieak(Candidate;j);

where Pleak(C) represents the leakage-power consumption of unit Candidatej in a cycle.
Accordingly, we can derive the following inequality for ensuring the worthiness of

predicated-power gating:

Eon(Candidatej) + Eoff (Candidate;j) + Kjx (Epredion + Epredioff)+

(M(Candidatej)+M(Candidatej)) x Prieak(Candidatej) < Eon(Candidatej)+

Eoft (Candidatej)+(M(Candidatej)+M(Candidatej)) x Piea(Candidatej),

and thus we have

i K % (Bpred—on + Eprei-ofy)

M(C'andidate)) + M(Candidate)) > - - - - —~
(Candidatej) + M(Candidate)) Por (Candidate)) — Pyun (Candidate))

as the criterion for deterring whether predicated-power gating should be applied. Figure 4
sketches the algorithm of the proposed multithreaded-power-gating analysis. Basically, it
determines whether predicated-power gating should be employed for each MHP region.

Multithreaded-Power-Gating Analysis

Input: A multithreaded program and its MHP and CADFA with
Sink-N-Hoist information.

Output: The program with power-gating controls.

for each MHP region
for each power-gating candidate C'
if M(C)+M(C) < THRESHOLD' then
Place a power-on and a power-off instruction for
(' at the beginning and the end of the MHP
region, respectively.
else
for each thread
Place a predicated-power-on and a predicated-
power-off operation before/after the candidate
operates for the first/last time within the
thread.
end for
end if
end for
end for

]ij >< (E‘p?aedfon + E.‘m,ejdioff)

"THRESHOLD =
P!eak ((‘) - ngﬂ,k ((‘)

Figure 4: Algorithm of the multithreaded-power-gating analysis
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