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Abstract—In this paper, a mutually recurrent interval type-2
neural fuzzy system (MRIT2NFS) is proposed for the identifica-
tion of nonlinear and time-varying systems. The MRIT2NFS uses
type-2 fuzzy sets in order to enhance noise tolerance of the system.
In the MRIT2NFS, the antecedent part of each recurrent fuzzy
rule is defined using interval type-2 fuzzy sets, and the consequent
part is of the Takagi–Sugeno–Kang type with interval weights. The
antecedent part of MRIT2NFS forms a local internal feedback and
interaction loop by feeding the rule firing strength of each rule to
others including itself. The consequent is a linear combination of
exogenous input variables. The learning of MRIT2NFS starts with
an empty rule base and all rules are learned online via structure
and parameter learning. The structure learning of MRIT2NFS
uses online type-2 fuzzy clustering. For parameter learning, the
consequent part parameters are tuned by rule-ordered Kalman
filter algorithm to reinforce parameter learning ability. The type-2
fuzzy sets in the antecedent and weights representing the mutual
feedback are learned by the gradient descent algorithm. After the
training, a weight-elimination scheme eliminates feedback connec-
tions that do not have much effect on the network behavior. This
method can efficiently remove redundant recurrence and interac-
tion weights. Finally, the MRIT2NFS is used for system identifi-
cation under both noise-free and noisy environments. For this, we
consider both time series prediction and nonlinear plant modeling.
Compared with type-1 recurrent fuzzy neural networks, simula-
tion results show that our approach produces smaller root-mean-
squared errors using the same number of iterations.

Index Terms—Dynamic system identification, on-line fuzzy clus-
tering, recurrent neural fuzzy systems, type-2 fuzzy systems.

I. INTRODUCTION

THERE are many real-life problems that are dynamic sys-
tems, and hence, identification of nonlinear dynamic sys-

tems is a very important research problem. In the control area,
we usually encounter the problem of identification and control
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of dynamic systems. Since for a dynamic system, the control
output is a combination of past inputs and/or outputs, identifi-
cation and modeling of such a system is not as straightforward
as that for a static/algebraic system. To deal with the temporal
characteristics of dynamic systems, some recurrent fuzzy neu-
ral networks (RFNNs) have already been proposed [1]–[12] and
have been shown to outperform feedforward FNNs and recur-
rent neural networks. Recently, a considerable research effort is
being devoted toward developing recurrent neural-fuzzy models
that are separated into two major categories. One category of
recurrent FNNs uses feedback from the network output as the
recurrence structure [2]–[4]. The other approach of recurrent
FNNs uses feedback from internal state variables as its recur-
rence structure [5]–[12]. In [2], a recurrent neural-fuzzy system
is proposed, where the consequent of a rule is a linear model in
an autoregressive form with exogenous inputs. In [3] and [4],
the authors have proposed an output-recurrent fuzzy neural net-
work where the output values are fed back as input values. In [5]
and [6], the recurrence property is achieved by feeding the out-
put of each membership function (MF) back to itself; therefore,
each membership value is dependent on its past values. In [8],
a dynamic fuzzy neural network is proposed, where consequent
parts are recurrent neural networks with local internal feedback.
Recurrent self-organizing neural fuzzy inference network [7]
and Takagi–Sugeno–Kang (TSK)-type recurrent fuzzy network
(TRFN) [9], [10] use a global feedback structure, where the fir-
ing strengths of all rules are summed and fed back as internal
network inputs. The recurrent self-evolving fuzzy neural net-
work with local feedbacks (RSEFNN-LF) is proposed in [11]
for dynamic system identification, where the recurrent firing
values are influenced by both prior and current values.

All of the recurrent FNNs that we have discussed so far use
type-1 fuzzy sets. In recent years, studies on type-2 fuzzy logic
systems (FLS) have drawn much attention [13]–[17], [48]–[57].
Type-2 FLSs are extensions of type-1 FLSs, where the MFs in-
volved in the fuzzy rules are type-2 fuzzy sets. We shall refer to
such rules as type-2 fuzzy rules or type-2 rules. The member-
ship values of a type-2 fuzzy set are type-1 fuzzy sets. Type-2
FLSs appear to be more promising than their type-1 counterparts
in handling uncertainties, which allow researchers to model and
minimize the effect of uncertainties associated with the rule-base
system, and have already been successfully applied in several
areas [17]–[21], [45]–[47], [58]–[61]. Usually, the T2FNN is
computationally more expensive than that of its type-1 counter-
part primarily due to the complexity of type reduction from type-
2 to type-1. An interval type-2 fuzzy set (IT2FS) is a special case
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of a general type-2 fuzzy set, which reduces the computational
overhead of a general type-2 fuzzy system significantly. For an
IT2FS, the membership associated with an element is a subin-
terval of [0, 1]. In this paper, we use the interval type-2 fuzzy
modeling to simplify the computational efforts to some extent.
In [22]–[27], some interval type-2 FNNs are proposed for the
designing of interval type-2 FLS. In [28]–[38], the authors have
proposed automatic design of fuzzy rules, which are used in a va-
riety of applications. A self-evolving interval type-2 fuzzy neu-
ral network (SEIT2FNN) is proposed in [30], which learns the
structure and parameters in an online manner. The premise and
consequent parameters in an SEIT2FNN are tuned by gradient
descent and rule-ordered Kalman filter algorithm, respectively.
The performances of SEIT2FNN are especially good for time-
varying systems. Several interval type-2 FNNs [35]–[38], which
use feedback/recurrent structure, are proposed for modeling of
dynamic systems. In [35], a recurrent interval type-2 fuzzy neu-
ral network (RIT2FNN-A) that uses interval asymmetric type-2
fuzzy sets is proposed. This five-layer FNN uses a four-layer
forward network and a feedback layer. In [36], the authors pro-
pose an internal/interconnection recurrent type-2 fuzzy neural
network (IRT2FNN) structure that is suitable for dealing with
time-varying systems. All free parameters of the IRT2FNN are
updated via the gradient descent algorithm. Moreover, recurrent
interval type-2 FNNs with local feedbacks are proposed in [37]
and [38], where the recurrent property is achieved by locally
feeding the firing strength of each rule back to itself. In [37],
the consequent part of the recurrent self-evolving interval type-
2 fuzzy neural network (RSEIT2FNN) is a linear function of
current and past outputs and inputs. On the other hand, the con-
sequent part in the RIFNN [38] is of Mamdani type, which is
formulated as an interval-valued fuzzy set. In many papers, it
has been seen that the TSK-type modeling can do an excellent
job of modeling dynamic systems [9], [11], [30], [34], [36], [40].

This paper proposes a mutually recurrent interval type-2 neu-
ral fuzzy system (MRIT2NFS) for dynamic system identifica-
tion. Our approach falls within the second category mentioned
earlier, with an internal dynamics introduced in the consequent
part. The MRIT2NFS has a self-evolving ability such that it can
automatically evolve to acquire the required network structure
as well as its parameters based on the training data. Therefore,
to start the learning process, no preassigned network structure
is necessary. In this proposed MRIT2NFS, we have three major
contributions. First, we propose a novel recurrent NFS struc-
ture utilizing IT2FSs. Our network incorporates the advantage
of local feedback and effective delivery of information through
mutual feedbacks in the rule layer. In our network, the internal
feedback and interaction loops in the antecedent part are formed
by feeding the firing strength of each rule back to itself and to
other rules. Second, we propose innovative learning algorithms
for the structure and parameters of the system. Third, we also
propose an interesting scheme to eliminate the less-useful recur-
rent weights. During the learning process, the MRIT2NFS may
generate many recurrent weights when the rule base is bigger.
As a result of elimination of the less-useful recurrent weights,
our system achieves a significant reduction in both complexity
and computational requirements. The consequent parameters in

Fig. 1. Proposed six-layer MRIT2NFS structure, where each recurrent fuzzy
rule in layer 4 forms an internal feedback and an interaction loop and each node
in layer 5 performs a linear combination of current and lagged network inputs.

the MRIT2NFS are tuned by a rule-ordered Kalman filter algo-
rithm. The antecedent parameters and all of the rule recurrent
weights are learned by a gradient descent learning algorithm.
To demonstrate the performance of MRIT2NFS, several simu-
lations have been conducted. The performance of MRIT2NFS is
also compared with that of recurrent type-1 FNNs, feedforward
type-1 FNNs, and other type-2 FNNs.

The rest of this paper is organized follows. Section II illus-
trates the MRIT2NFS structure. Section III discusses the struc-
ture and parameter learning methods for MRIT2NFS. Section IV
presents results on five examples: one static system identifica-
tion, three dynamic system identifications, and a chaotic time
series prediction. Finally, Section V draws the conclusions.

II. MUTUALLY RECURRENT INTERVAL TYPE-2 NEURAL FUZZY

SYSTEM STRUCTURE

This section introduces the structure of an MRIT2NFS. This
multi-input multi-output (MIMO) system consists of nu inputs
and no outputs. We represent the input and output of the dynamic
system by u and yp , respectively, where u = (u1 , . . . , unu

)T

and yp = (yp1 , . . . , ypno
)T . Fig. 1 shows the proposed six-

layered MRIT2NFS structure. The detailed function of each
layer is discussed next.

Layer 1 (Input layer): The inputs are crisp values. Only the
current state x(t) = (u(t), yp(t)) is fed as input to this layer.
This is in contrast with the usual feedforward FNNs where both
current and some past states are fed as inputs to input layer
when such networks are used to model time-varying systems.
To further clarify the inputs used in the system, we consider a
system with one control input u(t) and one system output y(t).
Then, at t = 1, u(1) and y(1) are used as inputs and the system
output computed by the rules consequents is y(2). Similarly, at
t = 2, u(2) and y(2) are used as inputs and the computed system
output is y(3). Thus, current input and output both are used to
define the rule antecedent. Note that this is a fan-out layer, and
hence, there is no weight to be adjusted in this layer.
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Fig. 2. IT2FS with Gaussian shape whose center (mean) is not known with
certainty (the mean has an uncertainty). The mean can vary between m1 and
m2 , m1 < m2 .

Layer 2 (MF layer): Each node in this layer performs fuzzifi-
cation of one of the (nu + no) input variables using an interval
type-2 MF, where nu and no are the numbers of control inputs
and system outputs. For the ith IT2FS Ãi

j on the input vari-
able xj , j = 1, . . . , (nu + no), a Gaussian primary MF having
a fixed standard deviation (STD) σ and an uncertain mean that
takes on values in [m1 ,m2 ] is used as shown in the following:

μÃi
j

= exp

⎧
⎨

⎩
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2
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j
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j
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j1 ,m

i
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Fig. 2 depicts one such MF [20]. The uncertainty associated
with the primary membership can be modeled in a more general
manner. For example, we can consider uncertainty about the
center of the MF as well as that about the spread of the MF.
Here, following the protocol used in most type-2 neural fuzzy
systems in the literature, we assumed that there is uncertainty
only about the mean (the mean is not known with certainty) of
the Gaussian MF. This choice yields an IT2FS, as depicted in
Fig. 2.

The footprint of uncertainty [20] (the shaded region in Fig. 2)
of this MF can be represented by the two bounding MFs: upper
MF, μ̄i

j and lower MF, μi
j
, where
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Thus, the output of each node can be represented by an inter-
val [μi

j
, μ̄i

j ] [20]. Another popular choice for type-2 MF is Trape-
zoidal MF. A general trapezoidal MF involves eight parameters
to define it, while our Gaussian MF needs just three parameters
and, thereby, drastically reduces the degrees of freedom (num-
ber of free variables) of the system. Moreover, the Gaussian
function is differentiable, which helps us to use gradient-based
tuning methods, and hence, we use it here.

Layer 3 (Spatial firing layer): Each node in this layer repre-
sents the antecedent part of a fuzzy rule, and it computes the
spatial firing strength. We call it “spatial” as it does not de-
pend on any temporal input, and also, we distinguish it from
the “temporal” firing strength that is computed in the next layer.
To compute the spatial firing strength F i , each node performs a
fuzzy meet operation on the inputs that it receives from layer 2
using an algebraic product operation. There are M nodes in this
layer, where each node corresponds to one rule. Each node in
this layer is connected to nu + no nodes of the previous layer.
The structure learning process starts with no rule (M = 0), and
the first data point is used to generate the first rule making M
= 1. Then, with new incoming data points, depending on how
well a new data point matches with existing rules, new rules are
generated. In Section III-A, we explain in detail how these M
rules are generated. The spatial firing strength is an interval [13]
and is computed as follows [27]:

F i = [fi, f̄ i ], i = 1, . . . ,M (4)

f̄ i =
nu +no∏

j=1

μ̄i
j , f i =

nu +no∏

j=1

μi
j
. (5)

As explained earlier, in (4), M is the total number of rules.
Use of (5) to compute the firing strength is probably the most
common compared with the use of other T-norms [14], [21],
[25], [26], [28]–[38]. Product is also used to compute rule fir-
ing strength even with type-1 Takagi–Sugeno-type systems [2],
[4]–[12], [40]. A first look at (5) suggests that with a large
number of antecedents, the firing strength will approach zero.
However, this actually does not cause a problem for two reasons.
The main reason is that the defuzzified output is computed as
a convex combination of consequent values, where the weights
of the convex combinations are the normalized temporal fir-
ing strength, which is computed using the firing strengths in
(5). Moreover, for practical systems, the number of antecedent
clauses involved in a rule is usually not very large. One can,
of course, use minimum as the T-norm to compute the firing
interval, but min is not differentiable (while product is), and
hence, it is difficult to use the gradient-based tuning algorithm,
which we use here. The problem associated with the use of min-
imum can be avoided by using a softer but differentiable version
of minimum [43], [44], but this makes the learning rules quite
complicated. Therefore, we restrict ourselves to product only.

Layer 4 (Temporal firing layer): There are M × no nodes
in this layer. Each node in this layer is a recurrent rule node,
which generates an internal feedback (self-loop) and external
interconnection with mutual feedbacks. As a result, the recur-
rent weights λs are represented as self-loop and interconnection
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weights. The output of a recurrent rule node is a temporal firing
strength that depends not only on current spatial firing strength
but also on the previous temporal firing strength. In order to
compute the temporal firing strength using (6), the nodes in this
layer store the immediately past temporal firing strength (i.e.,
each node is equipped with some memory). Once the training
starts, the initial value of the past temporal firing strength is set
to zero.

The temporal firing strength [ψ̄q
i (t), ψq

i
(t)], i = 1, . . . , M and

q = 1, . . . , no , is computed combining the spatial firing strength
F i(t) and previous temporal firing strength ψq

i (t − 1) using the
following equation:

ψq
i (t) =

∑

k=1

(λq
ik · ψq

k (t − 1)) + (1 − γq
i ) · F i(t) (6)

where ψq
i (t)s lie in [0, 1], and λ

q
ik = C q

i k

M is the rule interaction
weight between itself and other rules. Here, Cq

ik is the feedback
related to node i of layer 4 from node k of layer 4 that is related
to the qth output node. Thus, for local (internal) feedback i = k
and for i not equal to k, we get external feedback to the ith
node of layer 4 from the kth rule (antecedents in layer 4) node.
Assume that a new rule is generated, the initial value of Cq

ik in
local feedback (i.e., for i = k), is set to 0.5, and for i not equal to
k,Cq

ik is set to 0.2. The initial Cq
ik may be adjusted for different

examples to yield better results. Thus, the total feedback to the
ith rule node (layer 4) for the qth output node is γq

i =
∑M

k=1 λ
q
ik .

The interval in (6) now may be written as

[ψ̄q
i (t), ψq

i
(t)] =

M∑

k=1

λ
q
ik · [ψ̄q

k (t − 1), ψq
k
(t − 1)]

+(1 − γq
i ) · [f̄ i(t), f i(t)] (7)

where

ψ̄q
i (t) =

∑

k=1

(λq
ik · ψ̄q

k (t − 1)) + (1 − γq
i ) · f̄ i(t) (8)

and

ψq
i
(t) =

∑

k=1

(λq
ik · ψq

k
(t − 1)) + (1 − γq

i ) · fi(t). (9)

Note that for the first epoch of the online learning, i.e., for
t = 1, (6) will only use (1 − γq

i ) · F i(t) because the initial
past temporal firing strength is set to 0. For subsequent epochs,
since the nodes in layer 4 store past firing strengths, (6) can be
computed without any problem.

Layer 5 (Consequent layer): Each node in this layer
is called a consequent node and functions as a linear
model with exogenous inputs and lagged values. The out-
put of a consequent node is a linear combination of cur-
rent input states x(t) = (u(t), yp(t)) = (u1(t), . . . , unu

(t),
yp1(t), . . . , ypno

(t)) and their lagged values (uj (t −
1), . . . , uj (t − Nj ), ypk (t − 1), . . . , ypk (t − Oj )). In Fig. 1, a
consequent node is zoomed to elaborate its functioning. The out-
put ỹi

q (t + 1), i = 1, . . . ,M, q = 1, . . . , no , of the ith rule node

connecting to the qth output variable is computed as follows:

ỹi
q (t+1)=

nu∑

j=0

Nj∑

k=0

ãi
jkquj (t−k)+

no∑

j=1

Oj∑

k=0

ãi
(j+nu )kq ypj (t−k)

(10)
where u0(t) = 1 and N0 = 0; Nj and Oj are the numbers of
lagged control input uj (t) and system output ypj (t), respec-
tively, and ãi

jkq s are interval valued coefficient denoted by

ãi
jkq = [ci

jkq − si
jkq , c

i
jkq + si

jkq ] (11)

where ci
jkq and si

jkq are the center and spread of an interval type-
1 set, respectively. For an interval type-1 set, the membership
value of every point over the interval [ci

jkq − si
jkq , c

i
jkq+si

jkq ]
is unity. Note that, in order to compute (10), some past values
of u and y are needed, and these values are stored at appropriate
nodes in this layer. In other words, nodes in this layer have
some local memory. The inclusion of lagged values of u(t) and
yp(t) in the linear consequent part instead of the antecedent part
simplifies the computation process of the network for modeling
of dynamic systems, especially when IT2FSs are used. The
output ỹi

q (t + 1) is an interval type-1 set, which is denoted by
[ỹi

lq , ỹ
i
rq ], where indices l and r denote left and right limits,

respectively. According to (10) and (11), the node output is

ỹi
q = [ỹi

lq , ỹ
i
rq ] =

nu∑

j=0

Nj∑

k=0

[ci
jkq − si

jkq , c
i
jkq + si

jkq ] · uj (t − k)

+
no∑

j=1

Oj∑

k=0

[ci
(j+nu )kq − si

(j+nu )kq , c
i
(j+nu )kq + si

(j+nu )kq ]

· ypj (t − k). (12)

That is

ỹi
lq =

nu∑

j=0

Nj∑

k=0

ci
jkquj (t − k) +

no∑

j=1

Oj∑

k=0

ci
(j+nu )kq ypj (t − k)

−
nu∑

j=0

Nj∑

k=0

si
jkq |uj (t−k)|−

no∑

j=1

Oj∑

k=0

si
(j+nu )kq |ypj (t−k)|

(13)

and

ỹi
rq =

nu∑

j=0

Nj∑

k=0

ci
jkquj (t − k) +

no∑

j=1

Oj∑

k=0

ci
(j+nu )kq ypj (t − k)

+
nu∑

j=0

Nj∑

k=0

si
jkq |uj (t−k)|+

no∑

j=1

Oj∑

k=0

si
(j+nu )kq |ypj (t−k)|.

(14)

Layer 6 (Output layer): Each node in this layer corresponds to
one output variable. For defuzzification operation, the qth output
layer node computes the network output variable y′

q using type-
reduction. The type-reduced set is an interval set [y′

lq , y
′
rq ]. The

outputs y′
lq and y′

rq can be computed using the Karnik–Mendel
(KM) iterative procedure [13]. Using the KM procedure, we
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shall rewrite the expressions for y′
lq and y′

rq of [y′
lq , y

′
rq ] in

suitable forms so that we can derive the learning rules easily.
In the KM procedure, the consequent values are reordered in
an ascending order. Let ỹlq and ỹrq be the original consequent
values, and ŷlq and ŷrq be the corresponding rule ordered (in
an ascending order) consequent values. Then, the relationship
between ỹlq , ỹrq , ŷlq , and ŷrq is

ŷlq = Qlỹlq and ŷrq = Qr ỹrq . (15)

Here, Ql and Qr are M × M appropriate permutation matrices
to reorder the values. Let ψ̄q = (ψ̄1

q (t), ψ̄2
q (t) . . . ψ̄M

q (t) )T and
ψ

q
= (ψ1

q
(t), ψ2

q
(t) . . . ψM

q
(t))T . According to [27], the output

y′
lq can be computed as follows:

y′
lq =

∑L
i=1 (Qlψ̄q )i ŷ

i
lq +

∑M
i=L+1 (Qlψq

)i ŷ
i
lq

∑L
i=1 (Qlψ̄q )i +

∑M
i=L+1 (Qlψq

)i

=
ψ̄

T
q QT

l ET
1 E1Qlỹlq + ψT

q
QT

l ET
2 E2Qlỹlq

pT
l Qlψ̄q + bT

l Qlψq

(16)

where L and R denote the left and right crossover-over points,
respectively. The end points L and R are defined in [13]. The
other vectors and matrices involved in (16) are defined as

pl = (1, 1, . . . , 1
︸ ︷︷ ︸

L

, 0, . . . , 0)T ∈ �M ×1

bl = (0, . . . , 0, 1, . . . , 1
︸ ︷︷ ︸

M −L

)T ∈ �M ×1 (17)

E1 = (e1 , e2 , . . . , eL , 0, . . . , 0) ∈ �L×M , and

E2 = (0, . . . , 0, ε1 , ε2 , . . . , εM −L ) ∈ �(M −L)×M (18)

where ei ∈ �L×1 and εi ∈ �M −L are unit vectors, whose all
but ith element is zero and the ith element is one. In (16), (Qlψ̄q )
produces a vector in M dimension where the components of
(Qlψ̄q ) are permuted version of components in ψ̄q . In addition,
(Qlψ̄q )i represents the ith component of (Qlψ̄q ). Thus, (19)
computes a convex combination of ȳi

rq , i = 1, . . . , M , values.
The weights of the convex combination are computed from the
components of (Qlψ̄q ), which are nothing but the temporal firing
strength in (8).

Similarly, the output y′
rq can be computed as follows:

y′
rq =

∑R
i=1 (Qrψq

)i ŷ
i
rq +

∑M
i=R+1 (Qr ψ̄q )i ŷ

i
rq

∑R
i=1 (Qrψq

)i +
∑M

i=R+1 (Qr ψ̄q )i

=
ψT

q
QT

r ET
3 E3Qrỹrq + ψ̄

T
q QT

r ET
4 E4Qrỹrq

pT
r Qrψq

+ bT
r Qrψ̄q

(19)

where

pr = (1, 1, . . . , 1
︸ ︷︷ ︸

R

, 0, . . . 0)T ∈ �M ×1

br = (0, . . . , 0, 1, . . . , 1
︸ ︷︷ ︸

M −R

)T ∈ �M ×1 (20)

E3 = (e1 ,e2 , . . . ,eR ,0, . . . ,0) ∈ �R×M

E4 = (0, . . . ,0, ε1 , ε2 , . . . , εM −R ) ∈ �(M −R)×M (21)

and where ei ∈ �R×1 and εi ∈ �M −R are unit vectors (all but
ith element are zero and the ith element is 1). All of unit vec-
tors are defined in [27]. Such an expression is helpful in de-
riving the proposed parameter learning algorithm discussed in
Section III-B. Finally, the defuzzification operation defuzzifies
the interval set [y′

lq , y
′
rq ] by computing the average of y′

lq and y′
rq .

Hence, the defuzzified output for network output variable y′
q is

y′
q =

y′
lq + y′

rq

2
. (22)

III. MUTUALLY RECURRENT INTERVAL TYPE-2 NEURAL

FUZZY SYSTEM LEARNING

Initially, there is no rule in an MRIT2NFS. All of the re-
current type-2 fuzzy rules evolve from simultaneous structure
and parameter learning. The following sections introduce the
structure and parameter learning algorithm explicitly.

A. Structure Learning

The online rule is generated according to the structure learn-
ing algorithm. A previous study [30] utilized the rule firing
strength as a criterion for type-1 fuzzy rule generation. This idea
is extended to type-2 fuzzy rule generation using an MRIT2NFS.
The spatial firing strength F i in (4) is used to decide whether a
new rule should be generated. The type-2 rule firing strength
is an interval. The center of the spatial firing interval, i.e.,
fc = 1

2 (f̄ i + fi), is used as a criterion for rule generation. The
first incoming data point x is used to generate the first fuzzy
rule, and the uncertain mean and width of the type-2 fuzzy MFs
associated with this rule are set as

[
m1

j1 ,m
1
j2
]

= [xj − 0.1, xj + 0.1] and σ = σfixed

j = 1, . . . , nu + no (23)

where σfixed is a predefined value (we use σfixed = 0.3 in this
paper) that determines the width of the memberships associated
with a new rule. Subsequently, for each of new incoming data
x(t), we find

I = arg max
1≤i≤M (t)

fi
c (t) (24)

where M(t) is the number of existing rules at time t. If
fI

c (t) ≤ fth(0 < fth ≤ 1 is a prespecified threshold), then a
new fuzzy rule is generated. A smaller value fth generates a
smaller number of rules. Conversely, a large number of rules
may be generated when fth is set to be a high value. The idea
is that if the present data point does not match well with any of
the existing rules, then a new rule is generated. Here also, we
use the same procedure to assign the uncertain mean as done
for the very first rule, i.e., for the new rule, the means of the
corresponding type-2 fuzzy sets are defined as

[
m

M (t)+1
j1 ,m

M (t)+1
j2

]
= [xj (t) − 0.1, xj (t) + 0.1]

j = 1, . . . , nu + no. (25)
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The width of the each fuzzy set associated with a new rule is
defined as follows:

σM (t)+1 = β ·

⎛

⎝
nu +no∑

j=1

(

xj −
mI

j1 + mI
j2

2

)2
⎞

⎠

1
2

. (26)

In (26), I is the index of the best matching rule, and mI
j1

and mI
j2 are the means of the MF of the jth antecedent clause

of the Ith rule. Equations (23) and (25) indicate that for the
mean, the width of the uncertain region is 0.2. If the uncertainty
associated with the mean is made too small, then the type-2
fuzzy sets become similar to type-1 fuzzy sets. On the other
hand, if the width of the uncertain region is too large, then the
uncertain mean covers most of input domain. Equation (26)
indicates that the initial width is equal to the Euclidean distance
between current input data x and the center of best matching rule
for this data point times an overlap degree β(β > 0). If β is set to
a very large value, then it may result in a high overlap between a
fuzzy set associated with the new and fuzzy sets associated with
the existing rules, while with a very small value of β, practically,
there will be no overlap between fuzzy sets. In this study, β is
set to 0.5 so that the width of new type-2 fuzzy set is half of the
Euclidean distance from the center of the best matching rule,
and an adequate overlap between adjacent rules is realized.

B. Parameter Learning

Along with the learning of the structure, the parameters are
also learned. All free parameters of the MRIT2NFS are adjusted
with each incoming training data regardless of whether a rule is
generated. For clarity, let us just consider the qth output of the
network. The parameter learning process updates the network
parameters minimizing the error function

E =
1
2
[y′

q (t + 1) − yd(t + 1)]2 (27)

where y′
q (t + 1) and yd(t + 1) represent the MRIT2NFS output

and the desired output, respectively. The parameters in the con-
sequent part are learned based on the rule-ordered Kalman filter
algorithm [30], as described next. To compute y′

lq and y′
rq in

the KM iterative procedure, the required precondition is that ỹlq

and ỹrq are rearranged in an ascending order. As the consequent
values ỹlq and ỹrq change, their rule-ordering may also change.
The (15) indicated the arranged consequent values with respect
to the original rule order. According to the mapping, (16) and
(19) are expressed by ỹlq and ỹrq as follows [37]:

y′
lq = φT

lq ỹlq

φlq =
ψ̄

T
q QT

l ET
1 E1Ql + ψT

q
QT

l ET
2 E2Ql

pT
l Qlψ̄q + bT

l Qlψq

∈ �M ×1 (28)

and

y′
rq = φT

rq ỹrq

φrq =
T
q QT

r ET
3 E3Qr + ψ̄

T
q QT

r ET
4 E4Qr

pT
r Qrψq

+ bT
r Qrψ̄q

∈ �M ×1 . (29)

Thus, the output y′
q in (22) can be re-expressed as

y′
q =

1
2
(y′

lq + y′
rq ) =

1
2
(φT

lq ỹlq + φT
rq ỹrq )

= [φ̄T
lq φ̄

T
rq ]

[
ỹlq

ỹrq

]

=[φ̄1
lq · · · φ̄

M
lq φ̄

1
rq · · · φ̄

M
rq ]

⎡

⎢
⎢
⎢
⎢
⎢
⎢
⎢
⎢
⎣

ỹ1
lq

...
ỹM

lq

ỹ1
rq

...
ỹM

rq

⎤

⎥
⎥
⎥
⎥
⎥
⎥
⎥
⎥
⎦

(30)

where φ̄
T
lq = 0.5φT

lq and φ̄rψ
T
q

= 0.5φT
rq . According to (13)

and (14), (30) can be further expressed as (31), shown at the
bottom of the page [37].

In (31), cl
jkq and sl

jkq are the coefficients of the linear equa-
tions involved in the consequents. During the online structure
learning, the dimension of ỹlq and ỹrq increases with time, and
the positions of cjkq and sjkq change accordingly within the
same vector. To keep the position of cjkq and sjkq unaltered
in the vector, the rule-ordered Kalman filtering algorithm re-
arranges elements in rule order in (31). Let ṽTSK denote the

y′
q = [φ̄T

lq φ̄
T
rq ]

[
ỹlq

ỹrq

]

= [φ̄1
lq · · · φ̄

M
lq φ̄

1
rq · · · φ̄

M
rq ]

⎡

⎢
⎢
⎢
⎢
⎢
⎢
⎢
⎢
⎢
⎢
⎢
⎢
⎢
⎢
⎢
⎢
⎢
⎢
⎣

nu∑

j=0

Nj∑

k=0
c1
jkquj (t − k) +

no∑

j=1

Oj∑

k=0
c1
(j+nu )kq ypj (t − k) −

nu∑

j=0

Nj∑

k=0
s1

jkq |uj (t − k)| −
no∑

j=1

Oj∑

k=0
s1

(j+nu )kq |ypj (t − k)|

...
nu∑

j=0

Nj∑

k=0
cM
jkquj (t − k) +

no∑

j=1

Oj∑

k=0
cM
(j+nu )kq ypj (t − k) −

nu∑

j=0

Nj∑

k=0
sM

jkq |uj (t − k)| −
no∑

j=1

Oj∑

k=0
sM

(j+nu )kq |ypj (t − k)|

nu∑

j=0

Nj∑

k=0
c1
jkquj (t − k) +

no∑

j=1

Oj∑

k=0
c1
(j+nu )kq ypj (t − k) +

nu∑

j=0

Nj∑

k=0
s1

jkq |uj (t − k)| +
no∑

j=1

Oj∑

k=0
s1

(j+nu )kq |ypj (t − k)|

...
nu∑

j=0

Nj∑

k=0
cM
jkquj (t − k) +

no∑

j=1

Oj∑

k=0
cM
(j+nu )kq ypj (t − k) +

nu∑

j=0

Nj∑

k=0
sM

jkq |uj (t − k)| +
no∑

j=1

Oj∑

k=0
sM

(j+nu )kq |ypj (t − k)|

⎤

⎥
⎥
⎥
⎥
⎥
⎥
⎥
⎥
⎥
⎥
⎥
⎥
⎥
⎥
⎥
⎥
⎥
⎥
⎦

. (31)
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vector all consequent parameters, i.e.,

ṽT SK = [c1
00q . . . c1

(no +nu )Nn o q s
1
00q . . . s1

(no +nu )Nn o q . . .

× cM
00q . . . cM

(no +nu )Nn o q s
M
00q . . . sM

(no +nu )Nn o q ]
T (32)

where the consequent parameters are placed according to the
rule order. Equation (31) can now be re-expressed as

y′
q = [φ̄c1u0 . . . φ̄c1ypno

(t − Ono
) − φ̄s1 |u0 | . . . − φ̄s1 |ypno

× (t − Ono
)| . . . . . . φ̄cM u0 . . . φ̄cM ypno

(t − Ono
)

− φ̄sM |u0 | . . . − φ̄sM |ypno
(t − Ono

)|]ṽTSK

= φ̄
′T
TSK ṽTSK (33)

where φ̄j
cq = φ̄j

lq + φ̄j
rq and φ̄j

sq = φ̄j
rq − φ̄j

lq , j = 1, . . . ,M .
The consequent parameter vector ṽTSK is updated by executing
the following rule-ordered Kalman filtering algorithm [37]:

ṽTSK(t + 1) = ṽTSK(t) + S(t + 1)φ̄′
TSK(t + 1)(yd(t + 1)

− φ̄
′T
TSK(t + 1)ṽTSK(t))

S(t + 1) =
1
κ

[

S(t) − S(t)φ̄′
TSK(t + 1)φ̄′T

TSK(t + 1)S(t)

κ + φ̄
′T
TSK(t + 1)S(t)φ̄′

TSK

]

(34)

where 0 < κ ≤ 1 is a forgetting factor. (Just to keep parity with
a previous study [37], we have used κ = 0.99995; however,
our experience suggests that one can use κ = 1.0 without much
effect, as expected, on the overall performance.) The dimension
of ṽTSK and φ̄

′
TSK and the matrix S increases when a new rule

is generated. When a new rule evolves, MRIT2NFS augments
S(t) as follows, (35), shown at the bottom of the page, where
C is a large positive constant (we use C = 10), and the size of
the identity matrix I is

2

⎛

⎝
nu∑

j=0

(Nj + 1) +
no∑

j=1

(Oj + 1)

⎞

⎠

×2

⎛

⎝
nu∑

j=0

(Nj + 1) +
no∑

j=1

(Oj + 1)

⎞

⎠ . (36)

Note that S(0) is 1 × 1 matrix. We used S(0) = [10]. The
antecedent parameters of MRIT2NFS are tuned by the gradient
descent algorithm. For convenience of notations for the gradient
descent learning rules, according to [27], (16) can be rewritten
as

y′
lq =

ψ̄
T
q alq + ψT

q
blq

ψ̄
T
q clq + ψT

q
dlq

(37)

where

alq = QT
l ET

1 E1Qlỹlq ∈ �M ×1

blq = QT
l ET

2 E2Qlỹlq ∈ �M ×1 (38)

clq = QT
l pl ∈ �M ×1 , dlq= QT

l bl ∈ �M ×1 . (39)

Similarly, (19) can be rewritten as

y′
rq =

ψT
q
arq + ψ̄

T
q brq

ψT
q
crq + ψ̄

T
q drq

(40)

where

arq = QT
r ET

3 E3Qrỹrq ∈ �M ×1

brq = QT
r ET

4 E4Qrỹrq ∈ �M ×1 (41)

crq = QT
r pr ∈ �M ×1 , drq= QT

r br ∈ �M ×1 . (42)

Using the gradient descent algorithm, we have

λ
q
ik (t + 1) = λ

q
ik (t) − η

∂E

∂λ
q
ik (t)

(43)

where η is a learning constant (η = 0.075 in this paper) and

∂E

∂λ
q
ik

=
∂E

∂y′
q

(
∂y′

q

∂y′
lq

∂y′
lq

∂λ
q
ik

+
∂y′

q

∂y′
rq

∂y′
rq

∂λ
q
ik

)

=
1
2
(y′

q − yd)

×
[(

∂y′
lq

∂ψ̄q
i

+
∂y′

rq

∂ψ̄q
i

)
∂ψ̄q

i

∂λ
q
ik

+
(

∂y′
lq

∂ψq
i

+
∂y′

rq

∂ψq
i

)
∂ψq

i

∂λ
q
ik

]

(44)

where

∂y′
lq

∂ψ̄
q
i

=
alqi − y′

lq clqi

ψ̄
T
q clq + ψT

q
dlq

,
∂y′

rq

∂ψ̄
q
i

=
brqi − y′

rq drqi

ψT
q
crq + ψ̄

T
q drq

(45)

∂y′
lq

∂ψq
i

=
blqi − y′

lq dlqi

ψ̄
T
q clq + ψT

q
dlq

,
∂y′

rq

∂ψq
i

=
arqi − y′

rq crqi

ψT
q
crq + ψ̄

T
q drq

(46)

∂ψ̄
q
i

∂λ
q
ik

= ψ̄
q
k (t − 1) − f̄ i(t),

∂ψq
i

∂λ
q
ik

= ψq
k
(t−1)−fi(t). (47)

Details of the learning equations for parameters, including
mj1 ,mj2 , and σ, of the antecedents can be found in [27].

Pruning of less-important rules: Our system involves many
recurrent weights. Depending on the nature of the underlying
system that we are trying to model, all of these recurrent feed-
backs may not be important. In fact, if the magnitude of a re-
current weight is very low, then that weight will not have much
effect on the system output, and hence, such weights/feedbacks
can be dropped. This is what we do. If the absolute value of a
recurrent weight is less than a predefined threshold ε, we delete
that connection ε lies in [0,1]. Once we delete some recur-
rent weights (feedback connections), we must adapt the system
in its new environment, and hence, we retrain the network a
few epochs (here, we use only five epochs). The MRIT2NFS
that uses such elimination of recurrent weights is called
MRIT2NFS-ε.

S(t) = block diag[S(t)C · I] ∈ �2(M +1)(
∑ n u

j = 0 (Nj +1)+
∑ n o

j = 1 (Oj +1))×2(M +1)(
∑ n u

j = 0 (Nj +1)+
∑ n o

j = 1 (Oj +1)) (35)
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TABLE I
LIST OF PARAMETERS USED IN MRIT2NFS

IV. SIMULATION

Our MRIT2NFS uses a set of parameters. For convenience,
we have summarized these parameters in Table I. Next, we
describe application of MRIT2NFS on five problems. These ex-
amples include identification of two single-input single-output
(SISO) dynamic systems (see Examples 1 and 2), one MIMO
dynamic system (see Example 3), prediction of chaotic time
series (see Example 4), and identification of nonlinear system
plant (see Example 5). For all but Example 5, we normalize the
datasets in [−1, 1]. Example 5 is not a dynamical system, and it
is comparatively easy to learn. Therefore, we did not normalize
the data, but we have used the same membership definition as in
(23). We shall see later that even in this case, the performance
of the system is very satisfactory indicating the robustness of
our system. The performance of MRIT2NFS is compared with
that of recurrent and feedback type-1 and type-2 FNNs.

A. Example 1 (Dynamic System Identification)

This example uses MRIT2NFS to identify an SISO linear
time-varying system, which was introduced in [9]. The dynamic
system with lagged inputs is guided by the following difference
equation:

yp(t + 1) = f(yp(t), yp(t − 1), yp(t − 2), u(t), u(t − 1))
(48)

where

f(x1 , x2 , x3 , x4 , x5) =
x1x2x3x5(x3 − 1)x4

1 + x2
2 + x2

3
. (49)

The system has a single input (i.e., nu = 1) and a single output
(i.e., no = 1). The current variables u(t) and yp(t) are fed as
inputs to the MRIT2NFS input layer. The current output of the
plant depends on two previous outputs and one previous input.
Therefore, the consequent part parameters of MRIT2NFS are
set as N1 = 2 and O1 = 1. The training procedure minimizes
the square error between the output of the system yp(t + 1)
and the target output yd(t + 1). To train the MRIT2NFS, we
follow the same computational protocols as in [9], i.e., we use
only ten epochs and there are 900 time steps in each epoch. In
each epoch, the first 350 inputs are random values uniformly
distributed over [−2, 2], and the remaining 550 training inputs
are generated from a sinusoid defined by 1.05 sin(πt/45). This
type of training is analogous to an online training process, where
the total number of online training time steps is 9000. The
structure learning threshold fth influences the number of fuzzy
rules to be generated. After training, two recurrent fuzzy rules

are generated when fth is set to 0.02. Table II shows the root-
mean-squared error (RMSE) on the training data. To validate
the identified system, as adopted in [9], we use the following
input:

u(t) =

⎧
⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨

⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩

sin
(

πt

25

)

, t < 250

1.0, 250 ≤ t < 500
−1.0, 500 ≤ t < 750

0.3 sin
(

πt

25

)

+ 0.1 sin
(

πt

32

)

+0.6 sin
(

πt

10

)

, 750 ≤ t < 1000.

(50)

Fig. 3 compares the actual output with the output produced
by MRIT2NFS for the test input generated using (50), while
Fig. 4 shows the test error between the desired output and actual
output produced by MRIT2NFS. Figs. 3 and 4 together reveal a
very good match suggesting that MRIT2NFS architecture along
with our system identification scheme does a very good job of
identifying the dynamical system with feedback.

Table II compares the performance of MRIT2NFS with that
of seven different approaches including TSK-type feedforward
type-1 and type-2 FNNs, a recurrent NN, and type-1 recurrent
FNNs. The comparison is done in terms of number of rules,
number of free parameters, training RMSE, and test RMSE. As
in MRIT2NFS, all these networks use the same information in-
cluding number of input variables, training data, test data, and
training epochs. In order to make a fair comparison, the total
number of parameters of the feedforward type-1 FNN is kept
similar to that of feedforward interval type-2 FNN. The number
of parameters in an interval type-2 FNN is larger than that in
a feedforward type-1 FNN because of extra free parameters in
type-2 fuzzy sets and rule consequent part. Consequently, the
number of rules used in a feedforward type-1 FNN is larger than
that in a feedforward interval type-2 FNN, as shown in Table I.
The compared feedforward type-2 FNN is an interval type-2
FNN with uncertain means, where all network parameters are
learned by the gradient descent algorithm. Our result reveals the
advantage of using recurrent structure in the MRIT2NFS, which
achieves smaller test RMSE than that by the feedforward type-2
FNN. All of the compared recurrent type-2 FNNs use the same
fuzzy sets in the antecedent part, i.e., use IT2FSs with uncertain
means. The performance of MRIT2NFS is also compared with
other interval type-2 FNNs with recurrent structure, including
a recurrent self-evolving interval type-2 fuzzy neural network
with uncertain means (RSEIT2FNN-UM) [37] and a recurrent
interval-valued fuzzy neural network (RIFNN) [38]. In these
cases also, MRIT2NFS yields better test accuracies. However,
RIFNN and RSEIT2FNN-UM use a marginally lower number
of free parameters. Our results demonstrate that MRIT2NFS
can effectively capture information about the system using mu-
tual feedbacks and outperforms the RSEIT2FNN, which only
uses local feedbacks. The recurrent type-1 FNNs considered
include the wavelet-based RFNN (WRFNN) [6], TSK-type
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TABLE II
PERFORMANCE OF MRIT2NFS AND OTHER RECURRENT MODELS FOR SISO PLANT IDENTIFICATION IN EXAMPLE 1

Fig. 3. Outputs of the dynamic plant (dashed-dotted line) and MRIT2NFS (dotted line) in Example 1.

recurrent fuzzy network with supervised learning (TRFN-S) [9],
and RSEFNN-LF [11]. Table I indicates that the test error of the
TRFN and the RIFNN are very close for the noise-free envi-
ronment, but for noisy environment, the TRFN-S is found to
perform better. We have also compared the performance be-
tween TRFN and RSEIT2FNN. The recurrent structure with
only local feedbacks in RSEIT2FNN may not be adequate for
this example because the rules lack the information from other
rules. For this reason, the performance of the TRFN is found to
be better than that of the RSEIT2FNN (see Table II).

Like any other type-2 method, the proposed type-2 methods
demand more computation, but it can yield more quality outputs.
Moreover, although each learning step is computationally more
expensive compared with that of its type-1 counterpart, our
network, using the same number of iterations, yields a better
solution (faster convergence) than the type-1 systems.

There are a few parameters, i.e., fth , β, and ε, that are in-
volved in the learning of MRIT2NFS. We now investigate the in-
fluence of these parameters on the performance of MRIT2NFS.
In addition, we shall also consider the robustness of the system

against noise in the inputs. The threshold parameter fth decides
the number of rules in the MRIT2NFS, while the parameter ε
in MRIT2NFS-ε is used to decide the feedback connections in
layer 4 that could be removed. Table III shows the MRIT2NFS
performance for different values of fth and ε when β = 0.5.

As expected, larger values of fth result in larger numbers of
rules, and larger ε reduces the number of tunable parameters in
the system. Table II suggests that although different choices of
fth and ε change the number of rules marginally, the training
and test errors practically do not change. Thus, at least for this
dataset, our system is quite robust with respect to the choice of
these two parameters. From a user point of view, the network
with the smallest number of free parameters that can provide the
desired level of performance should be the preferred network.
Because with a larger degrees of freedom, the chances of having
more local optima and getting stuck to one of them would usually
be higher. Next, we investigate the effect of β on the performance
of MRIT2NFS for a constant value of fth . A small value of β
generates larger numbers of rules because of the smaller width
of the initial type-2 fuzzy sets.
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Fig. 4. Test errors between the MRIT2NFS and actual plant outputs.

TABLE III
INFLUENCE OF fth AND ε ON THE PERFORMANCE OF MRIT2NFS WITH β = 0.5



502 IEEE TRANSACTIONS ON FUZZY SYSTEMS, VOL. 21, NO. 3, JUNE 2013

TABLE IV
INFLUENCE OF β ON THE PERFORMANCE OF MRIT2NFS WITH fth = 0.02

Table IV shows the performance of MRIT2NFS for different
values of β when fth = 0.02. From Table IV, we observe that
the network performance (both training and test error) is not
sensitive to variations in β when fth = 0.02, although the num-
ber of rules decreases as β increases. It is interesting to note that
as β increases from 0.2 to 0.7, the number of rules decreases
from 5 to 2 without affecting the performance of the system. In
fact, with two rules, both the training and test performances are
slightly improved over the case with five rules. However, for a
given problem, if the goal is to find the optimal parameters, we
can use a two-level cross-validation mechanism.

Next, we assess how robust the network is with respect to
measurement noise in the plant output. Since the plant output yp

is fed back as an input to the network, a noise in the measurement
of the plant output yp is likely to have an effect on the perfor-
mance of the system. The experiment also uses the control input
sequence in (50). We consider three levels of Gaussian noise
with STDs 0.1, 0.3, and 0.5. We use 30 simulations for the sta-
tistical analysis. Table V shows the performance of MRIT2NFS
for the three different noisy environments. For the purpose of
comparison, we also use the same noisy environment to assess
the noise tolerance of the other networks, including feedfor-
ward type-1 and type-2 FNN, TRFN [9], RSEIT2FNN [37],
and RIFNN [38]. The results in Table V indicate that the feed-
forward type-2 FNN can deal with noise much better than the
feedforward type-1 FNN. The consequent part of the TRFN is
a function of current input variables. The consequent part in the
RSEIT2FNN and the MRIT2NFS is of TSK-type that consists of
system output yp and its previous values. As a result of this, the
rate of increase in the RMSE with increase in σ for MRIT2NFS
may be marginally higher than that for other networks, which
do not use feedback of system outputs. Finally, the MRIT2NFS
achieves better performance than the other compared FNNs for
noise-free and noisy cases.

B. Example 2 (Single-Input Single-Output Dynamic System
Identification)

We now consider the following dynamic system with longer
input delays:

yp(t + 1) = 0.72yp(t) + 0.025yp(t − 1)u1(t − 1)

+ 0.01u2
1(t − 2) + 0.2u1(t − 3). (51)

This plant is the same as the one used in [9]. This system
has a single input (nu = 1) and a single output (no = 1). Thus,
the current values of u(t) and yp(t) are fed as inputs to the
MRIT2NFS input layer. The current output of the plant de-
pends on one previous output and three previous inputs. There-
fore, for MRIT2NFS, N1 = 3 and O1 = 1. The training data

and time steps are the same as those used in Example 1. In
MRIT2NFS training, the structure learning threshold is set to
0.02. After 90 epochs of training, two rules are generated. To
test the identified system, the test signal used in Example 1 is
also adopted here. Fig. 5 shows the outputs of the plant and
those of the MRIT2NFS for these test inputs. Fig. 6 shows the
test error between the outputs of MRIT2NFS and of the plant.
Table VI shows the structure, and training and test RMSEs of
MRIT2NFS. The performance of MRIT2NFS-ε (ε = 0.6 is used
in this paper) with the same network size is also shown in Ta-
ble VII. Like Example 1, Table VII shows that MRIT2NFS and
MRIT2NFS-ε have similar performance. The performance of
MRIT2NFS is compared with that of feedforward type-1 and
typ-2 FNNs and recurrent type-1 FNNs. These models also use
the same number of training epochs and training and test data as
used for the MRIT2NFS. Table VI also depicts the number of
rules and parameters, and the training and test RMSEs of these
compared networks. These results show that the MRIT2NFS
achieves better performance than that of other networks. In Ta-
ble VII, we investigate the effect of different choices fthandε
on the performance of MRIT2NFS when β = 0.5.

As done for Example 1, here also using the same compu-
tational protocols, we study the robustness of MRIT2NFS in
noisy environments. Table VIII summarizes the results for the
MRIT2NFS with different noise levels (Gaussian noise with
STDs of 0.1, 0.3, and 0.5, and with 30 Monte Carlo realizations
for each case). As revealed by Table VIII, for noisy environ-
ments, the MRIT2NFS achieves smaller RMSE than the other
compared FNNs except the RIFNN. Note that, for noise-free
data for the same problem, Table VI reveals that MRIT2NFS
performs better than RIFNN, but with noisy data, RIFNN per-
forms better. A possible reason for this may be that the conse-
quent part in the RIFNN is a constant interval-valued set and is
not a function of the system output, yp , that are noisy. However,
for MRIT2NFS, the rule consequents are functions of current
output yp , which are noisy. Therefore, the impact of noise on
RIFNN is much weaker than that on MRIT2NFS. These results
show that MRIT2NFS and MRIT2NFS-ε have similar perfor-
mance. Table VIII reveals that the test error for the MRIT2NFS
is smaller than that of the feedforward type-1 and type-2 FNNs
and recurrent type-1 and type-2 FNNs.

C. Example 3 (Chaotic Series Prediction)

In this example, which is introduced in [41], we use
MRIT2NFS to predict the chaotic behavior of a dynamic system
with one delay and two sensitive parameters that are generated
by the following equation:

yp(t + 1) = −P · y2
p (t) + Q · yp(t − 1) + 1.0. (52)

Equation (52), with P = 1.4 and Q = 0.3, produces a chaotic
attractor. The system has no control input (i.e., nu = 0) and a
single output (i.e., no = 1) so that only output variable yp(t) is
fed as input to the MRIT2NFS. It is a second-order system with
one delay; therefore, O1 = 1. The training procedure uses the
plant output yp(t + 1) as the desired output yd(t + 1). Starting
from the initial state [yp(1), yp(0)]= [0.4, 0.4], 2000 patterns are
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TABLE V
PERFORMANCE OF MRIT2NFS AND OTHER FEEDFORWARD AND RECURRENT MODELS WITH DIFFERENT NOISE LEVEL IN EXAMPLE 1

Fig. 5. Outputs of the dynamic plant (dashed-dotted line) and MRIT2NFS (dotted line) in Example 2.

Fig. 6. Test errors between the MRIT2NFS and actual plant outputs.
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TABLE VI
PERFORMANCE OF MRIT2NFS AND OTHER RECURRENT MODELS FOR SISO

PLANT IDENTIFICATION IN EXAMPLE 2

TABLE VII
INFLUENCE OF fth AND ε ON THE PERFORMANCE OF AN MRIT2NFS WITH

β = 0.5

Fig. 7. Results of the phase plot for the chaotic system (O) and MRIT2NFS
(X).

generated of which the first 1000 patterns are used for training
and the remaining 1000 patterns are used for testing. In addition,
the structure learning threshold fth is set to 0.2, and the number
of rules generated is 5 after 90 epochs of training.

Fig. 7 displays the phase plot of the actual and MRIT2NFS
predicted results for the test patterns. Table IX includes the net-
work size, and training and test RMSEs of MRIT2NFS. The
performance of MRIT2NFS-ε is also depicted in Table IX. Like
the other two examples, the performance of MRIT2NFS and

MRIT2NFS-ε is quite similar. The performance of MRIT2NFS
is also compared with that of feedforward type-1 and type-
2 FNNs, and recurrent type-1 FNNs, including RFNN [5],
WRFNN [6], TRFN-S [9], and RSEFNN [11]. From Table VIII,
we find that MRIT2NFS-ε exhibits the best performance us-
ing almost the minimum number of free parameters, while
MRIT2NFS achieves the next best performance, although it
uses a few more free parameters.

In this case, we study the noise tolerance of our system with
three levels of Gaussian noise with STDs of 0.3, 0.5, and 0.7.
Based on 30 Monte Carlo realizations, in Table X, we summarize
the test RMSEs of the feedforward type-1 and type-2 FNNs,
recurrent type-1 FNNs, and MRIT2NFS. Table IX shows that
the test error of the MRIT2NFS is much smaller than that of the
RIFNN for noise-free data. However, Table X depicts that the
test error of the MRIT2NFS for noisy environment is very close
to that of the RIFNN. The possible reason for this is the same
as explained in Example 2. These results also reveal that the
test error of MRIT2NFS is smaller than those of the compared
networks for all the three noise levels.

D. Example 4 (Multi-Input Multi-Output Dynamic System
Identification)

In this example, we consider the plant described by

yp1(t + 1) = 0.5 ·
[

yp1(t)
1 + y2

p2(t)
+ u1(t − 1)

]

(53)

yp2(t + 1) = 0.5 ·
[

yp1(t)yp2(t)
1 + y2

p2(t)
+ u2(t − 1)

]

. (54)

This MIMO dynamic system was also studied in [9]. This
plant has two inputs (nu = 2) and two outputs (no = 2). There-
fore, four current input–output values u1(t), u2(t), yp1(t), and
yp2(t) are fed to the input layer of the network. The present
output of the plant depends on control inputs with one time
step delay and current plant states. Therefore, the lag numbers
N1 , N2 , O1 , and O2 in MRIT2NFS are set to 1, 1, 0, and 0,
respectively. The desired outputs for MRIT2NFS training are
yp1(t + 1) and yp2(t + 1). The MRIT2NFS is trained in an
online manner from time step t = 1 to t = 11000. The two
control inputs u1(t) and u2(t) are independent and identically
distributed uniform random sequences over [−1.4, 1.4] for t = 1
to t = 4000. For the remaining 7000 time steps, sinusoid signals
generated by sin(πt/45) are used for both u1(t) and u2(t). The
learning coefficient η and the threshold fth are set to 0.075 and
0.05, respectively. Based on a compromise between network
size and performance, the threshold value 0.05 is used, as dis-
cussed in Example 1. For this dataset, the training results in three
rules. Table XI shows the structure and RMSE of MRIT2NFS.
To evaluate the effectiveness of the identified network, we use
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TABLE VIII
PERFORMANCE OF MRIT2NFS AND OTHER FEEDFORWARD AND RECURRENT MODELS WITH DIFFERENT NOISE LEVEL IN EXAMPLE 2

TABLE IX
PERFORMANCE OF MRIT2NFS AND OTHER FEEDFORWARD AND RECURRENT MODELS IN EXAMPLE 3

TABLE X
PERFORMANCE OF MRIT2NFS AND OTHER FEEDFORWARD AND RECURRENT MODELS WITH DIFFERENT NOISE LEVEL IN EXAMPLE 3

the following two control input sequences:

u1(t) = u2(t) =
⎧
⎪⎨

⎪⎩

sin(πt/25), 1001 ≤ t < 1250
1.0, 1250 ≤ t < 1500
−1.0, 1500 ≤ t < 1750
0.3 sin( πt

25 )+0.1 sin( πt
32 )+0.6 sin( πt

10 ), 1750 ≤ t < 2000.

(55)

Fig. 8 shows a very good match between the actual output
and the network output. Table XI shows the test RMSEs of yp1
and yp2 . We also compare the performance of MRIT2NFS with
that of memory NN (MNN) [39], feedforward type-1 and type-
2 FNNs, and recurrent type-1 FNNs. The MNN is a kind of

recurrent NN and has been applied to the same problem in [9].
For the recurrent FNNs, we use the same training data, test data,
and the number of training epochs as those for MRIT2NFS,
except in the case of the MNN, where a total number of 77 000
time steps are used in [39]. Table XI shows that the performance
of MRIT2NFS is better than that of feedforward and recurrent
networks.

In this case also, we investigate the noise tolerance of
MRIT2NFS with the same three levels of noise that are used in
the previous example. Table XII summarizes the results for feed-
forward type-1 and type-2 FNNs, TRFN [9], RSEIT2FNN [36],
and MRIT2NFS over 30 Monte Carlo realizations. In this case
too, we find that under noisy environments, the test RMSEs of
MRIT2NFS is better than those of the compared networks.



506 IEEE TRANSACTIONS ON FUZZY SYSTEMS, VOL. 21, NO. 3, JUNE 2013

TABLE XI
PERFORMANCE OF MRIT2NFS AND OTHER RECURRENT MODELS FOR MIMO PLANT IDENTIFICATION IN EXAMPLE 4

Fig. 8. Output of the MIMO system (dashed-dotted curve) and MRIT2NFS (dotted curve) in Example 4. (a) Output yp1 . (b) Output yp2 .

TABLE XII
PERFORMANCE OF MRIT2NFS AND OTHER MODELS WITH DIFFERENT NOISE LEVELS IN EXAMPLE 4
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TABLE XIII
PERFORMANCE OF MRIT2NFS-ε AND OTHER MODELS FOR MODELING OF NONLINEAR SYSTEM IN EXAMPLE 5

Fig. 9. Pictorial representation of HANG.

E. Example 5 (HANG Nonlinear System)

This example uses an MRIT2NFS-ε to deal with the nonlinear
characteristics of a plant. This is a very well-studied system, but
it is not recurrent in nature. The HANG [42] system is defined
by the equation:

y = (1 + x−1
1 + x−1.5

2 )2 , 1 ≤ x1 , x2 ≤ 5. (56)

To obtain the training data as done in [42], we have gener-
ated 50 random pairs of (x1 , x2),1 ≤ x1 , x2 ≤ 5, and computed
the corresponding outputs using (56). This system has only two
current control inputs x1(t) and x2(t) (nu = 2) and no external
output (no = 0). Therefore, only two input states x1 and x2 are
fed as input to the MRIT2NFS. The current output of the plant
depends on current control inputs with no time delay. Thus, in
this case, we set N1 = 0 and O1 = 0 in the MRIT2NFS con-
sequent part. Fig. 9 shows a pictorial representation of HANG.
The threshold fth is set to be 0.02, and the number of rules is
3 after 100 epochs of training. Table XIII shows the number
of rules, parameters, and test RMSE of the MRIT2NFS. For
comparison, Table XIII also shows the test RMSEs of feedfor-
ward type-1 and type-2 FNNs, and TRFN using the same I–O
data. The result shows that the test error of the MRIT2NFS-ε
is marginally better than feedforward type-2 FNN. Since this is
not a dynamic system, the recurrent architecture is not likely to
yield any additional benefits.

V. CONCLUSION

In this paper, we have proposed a novel recurrent type-2 neural
fuzzy system called MRIT2NFS to identify time-varying sys-
tems (systems with temporal behavior). Identification of such
systems is difficult because the plant output depends on the
present state as well as on previous states and past outputs. The
proposed MRIT2NFS approach is quite effective in modeling
dynamic systems. It is equally effective indentifying nondynam-
ical (algebraic) systems also. For MRIT2NFS learning, we have
used the type-2 fuzzy set theoretic concepts to evolve the struc-
ture of the network in an online manner. Our online structure
learning algorithm enables the network to efficiently identify the
required structure of the network—we do not need to set any ini-
tial MRIT2NFS structure in advance. We use the rule-ordered
Kalman filter algorithm to tune the consequent parameters to
yield a very effective learning. We have also proposed a strategy
to eliminate redundant recurrent weights. This is quite effec-
tive particularly when we have more rules. We have tested our
system on several dynamic systems and one algebraic (non-
recurrent) system and compared the performance with several
existing state-of-the-art systems. We have compared the perfor-
mance of our system with both type-1 and type-2 state-of-the-art
FNNs. Among the two type-1 FNNs, one is of the feedforward
type and the other is a recurrent network with linear conse-
quents. Our results have demonstrated the consistently superior
performance of MRIT2NFS over both the type-1 (recurrent and
feedforward) systems as well as recurrent type-2 systems. We
have demonstrated the superior performance both in terms of
modeling capability as well as noise handling capability. Our
system is found to be quite robust with respect to noisy data.
In order to make a fair comparison, we have tried to keep the
number of free parameters in all systems comparable.

In this investigation, we have assumed knowledge about the
system order and number of delayed inputs. In the absence
of this information, one can use sufficiently large number of
delayed inputs and past outputs in the consequents and then find
the useful ones using a concept similar to the feature attenuating
gates as done in [44]. However, use of such a concept may not
ensure that all useful delayed inputs and outputs are consecutive
in time. The other alternative could be to use a cross-validation
scheme to find the best combination of number of lagged inputs
and outputs to be used in the consequents. In the future, we
would like to study such possibilities and also make theoretical
study on the convergence of MRIT2NFS learning algorithm.
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