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Major-Requirement-First Imitating Learning for
Software Architecture Design of Web Based System

Student: Tsu-Yuan Hsueh  Advisor: Dr. Shian-Shyong Tseng

Department of Computer Science

National Chiao Tung University

Abstract

Software architecture design is an important issue to transform design concepts
into implementation ability, where the ideas of decomposition, abstraction, and
encapsulation of functionality are usually used to simplify the complexity of the
system’s requirements. This thesis focusing on the logic tier of web-based system uses
“Video Rental Management System (VRMS)” as our teaching case to teach learners
how to design the software architecture. Major-Requirement-First strategy (MRFS),
the main idea of this thesis, applies scaffolding instruction theory to guide learners
imitating the system architecture design from major functionalities of VRMS to
detailed components by providing all the necessary scaffolds. Based upon MRFS, we
develop the Major-Requirement-First Imitating Learning System (MRFILS), where a
knowledge structure of VRMS is constructed and maintained according to System
Requirement Ontology (SRO), and the Recursive Descent Dialog Approach (RDDA)
is proposed to acquire the teacher’s knowledge of teaching cases and generate the
SRO. Accordingly, the schedule of an imitating procedure can present the learning
materials and provide personalized learning for learners with guidance using an
Object-Oriented Learning Activity (OOLA) System. Finally, the experimental results
show that our teaching approach is useful for learners to gain the software architecture
design concepts of VRMS, and we will add adaptive learning in MRFILS for the

future work.

Keywords: Software architecture design, object-oriented programming, imitating

learning, web-based system design, scaffolding instruction.
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Chapter 1. Introduction

With the growth of Internet, many Internet service providers, such as
Google, Yahoo, etc., who have provided a huge amount of web applications for
various web services. In order to develop such web applications, the system
architecture design becomes a crucial task. Currently, the most popular web system
architecture design mechanism, named Three-Tier Architecture [1], consists of
presentation tier, logic tier, and data tier to implement user interface, business logic,
and data /0O, respectively. Among these three tiers, logic tier is responsible to handle
complicated computations and program control-flows, so it usually becomes a

bottleneck when novice programmers who just begin to learn web application design.

In the construction process of web application logic tier, designers are supposed
to clearly understand the system requirements, and then the concepts of
decomposition, abstraction, and encapsulation of functionality [1-4] are usually used
to transform the requirements into the system design and simplify the complexity of
requirements to each program component. We take a web application “Video Rental
Management System (VRMS)* as an example, whose logic tier design contains various
requirements of member management, video management, online item management
and data passing, and this teaching case is simple and suitable for novice learners to
learn the software architecture design. Thus, a learner, who wants to construct a
VRMS, needs to consider the following design problems: How to divide the
requirements into different components to simplify the individual computation logics?
How to merge the computation results from different components to generate the final

outputs? How to cope with data encapsulation and passing? In other words, the



concept of software architecture design [3, 4] is a very important learning objective

for constructing web application.

In the traditional software architecture design learning, lectures and imitating
learning are the major methods for learners to gain the design idea. Among them,
lecturers can teach learners the abstract concept of software architecture design, but
learners usually can not easily apply the concepts to a real software design. As we
know, imitating learning lets learners imitate the design of teaching cases [5] or class
diagrams [1-3] to learn the real design experience, but it is still difficult to help
learners understanding the major idea of the previous design from the detailed
component implementation without any guidance and explanation. Another researches
use project-based learning [6, 7] to teach learners software architecture design, where
teachers guide learners to construct the main program in the project and gain the real
design concepts and construction experience. This teaching approach can contribute
significant learning efficacy, but it is very time consuming for teachers to run a

project.

Most computer-assisted programming learning systems [8-11] aim to assist
learners learning the syntax and semantic rules of programming language, but
software architecture design is still inadequate for learning because the abstract design
concepts are difficult to be implemented as the fixed learning rules in learning system.
Therefore we propose a learning system, which can guide learners to imitate the
design of a given learning project case to reduce teachers’ loading of guiding learners

to complete a project.

In order to help learners understanding why and how the software architecture
design can satisfy the abstract requirements, Major-Requirement-First Strategy
(MRFS) is proposed to guide learners to imitate program architectures from major

2



functionalities of the system to detailed components. According to scaffolding
instruction theory [12, 13], all the required scaffolds, including usable library
packages and suggestions, are provided for learners to assist them completing the
Imitating tasks in the top-down imitating manner. This teaching approach can make
learners understand the overall configuration of the system first, so they will easily
comprehend the task and the design of each detailed component. Accordingly, we
develop the Major-Requirement-First Imitating Learning System (MRFILS),
where a knowledge structure of our teaching case, Video Rental Management System
(VRMS), is constructed and maintained based on System Requirement Ontology
(SRO), and the Recursive Descent Dialog Approach (RDDA) is proposed to acquire
the teacher’s knowledge of teaching cases to generate the SRO by a series of
dialogues. Based upon SRO, an imitating procedure which is scheduled by MRFS can
present the learning materials and provide personalized learning for learners using an
Object-Oriented Learning Activity (OOLA) System [14], which guides the learners to

learn the software architecture design of VRMS.

Finally, we have done a real experiment to evaluate the learning efficacy and
satisfaction of learners. The experimental results show that most of learners think this
top-down imitating learning can make them understand the software architecture
design effectively, and implementing the task with library packages supporting will

easily comprehend how to design these used objects afterward.

The remainder of this thesis is organized as follows. In Chapter 2, we introduce
some related works about the web-based system design learning and programming
learning in e-learning. Chapter 3 describes our main idea, Major-Requirement-First

Strategy (MRFS), and we propose a Major-Requirement-First Imitating Learning



System (MRFILS) in Chapter 4. Next, Chapter 5 discusses the system implementation

and experiment. Finally, we give the conclusion and future works in Chapter 6.



Chapter 2. Related Work

In general Computer Science curriculums, computer programming and practical
techniques for implementation and application in computer system are important
abilities for students. Figure 1 shows the typical catalogs of Computer Science
curriculums [15]. From the coding’s aspects such as semantic and syntax rules of
programming language, data structure and algorithm, to the requirement’ aspects like
requirement analysis, system design, testing and deployment, the learners can gain the
software development ability through taking lessons in a series of Computer Science

curriculums.

However, as a result of the difficulty for learners to combine design concepts
with implementation ability in construction phase [16], there still exists a gap between
basic programming skills and software engineering abilities. Thus, the software
architecture design learning [3, 4] aims to solve the issues about how to design the
program architecture from requirement’s aspects to coding’s aspects. And in this
thesis, we focus on the software architecture design learning of web-based system.
The following sections will introduce related studies about present programming

learning.

Requirement

Requirement Analysis
System Design
Software Testing
Software Deployment
Project Management

Software Architecture
Design

Algorithm

Data Structure

Semantic & Syntax Rules

Coding

Figure 1. Typical catalogs of Computer Science curriculums



2.1 Web-Based System Design Learning

2.1.1 Traditional Teaching Approaches

General programming capability on web-based system design can be learned by
lectures, case study, or project-based learning. Lecturer gives lessons about basic
concepts of web-based system development to learners, but the concept may be too
abstract to link the concept with their implementation ability. Case study [1-3] is to
consult relevant books, such as codes tracing to imitate related design concepts or use
class diagram to figure out the whole system architecture. These imitating learning
approaches are very difficult for helping learners understanding the design procedure
and the physical meaning of the whole system architecture design without the ability
of guidance and explanation. In project-based learning [6, 7], learners who explore
real-world problems and challenges can be inspired to obtain a deeper knowledge of
the subjects they're studying, but the teachers usually can not afford one-on-one

instruction.

Therefore, there are some issues which are required to be proved in this thesis as
follows: combine learner’s implementation ability with design concepts, provide an
appropriate guiding mechanism, make teaching cases contain semantic meaning, and

reduce the teacher’s loading for one-on-one instruction.
2.1.2 Design Methodologies

In web-based system design [17], there are many methodologies such as
Client-Server Architecture [18], Model-View-Controller Architecture, Component
Based Methodology [19], and Model Driven Architecture [20], etc. Among these
methodologies, three-tier architecture is a popular way for web-based system design

[1]. Apart from the usual advantages of modular software with well defined interfaces,
6



three-tier architecture also allows any of the three tiers to be upgraded or replaced

independently as requirements or technology change.

Presentation tier

The top-most level of the application

is the user interface. The main function
of the interface is to translate tasks
and results to something the user can
understand.

Logic tier

This layer coordinates the
application, processes commands,

makes logical decisions and - GET LIST OF ALL a ADD ALL SALES
evaluations, and performs SALES MADE TOGETHER
calculations. It also moves and : D SIS ;
processes data between the two
surrounding layers.
e — —— ] —
QUERY SALE 2

SALE 3

Data tier SALE 4
Here information is stored and retrieved
from a database or file system. The

information is then passed back to the
logic tier for processing, and then

eventually back to the user.
ti—

—l-

Storage
Database

Figure 2. Three-tier architecture

Three-tier architecture is composed of presentation tier, logic tier and data tier.
Figure 2 briefly describes the utility of each tier. Presentation tier converts and
displays application data into a human-legible form, and it also provides an
application’s user controls. Logic tier implements business logic and translates the
reality into programming objects. Data tier provides data storage and data access
mechanisms to the application. Except for the user interface of presentation tier and
the data 1/0 of data tier, the logic tier is responsible to handle complicated
computations and program control-flows. For novice programmers who just begin to
learn web application design, the logic tier design usually becomes a bottleneck for

them. Thus, in this thesis we focus on the software architecture design of logic tier.



2.1.3 Software Architecture Design

Designing, developing, and evolving complex software systems require a
mastery of analytical and technical skills, as well as knowledge of appropriate
processes, architectures and design patterns. Software architects building complex
systems must create the illusion of simplicity through decomposition, abstraction, and
encapsulation of functionality. The following issues will be discussed in software
architecture design learning: the way to distribute the functionalities of software into
different components, the components design to handle the logic computation, the
responsibility of each component, the data and logic encapsulations, and the program

control-flow, etc.

Surveying the researches about software architecture design learning, most
researches adopt project-based learning to teach the design concepts by
implementation. For example, Woei-Kae Chen and Yu Chin Cheng [6] designed an
object-oriented programming (OOP) laboratory course where the students are required
to implement a small-to-medium scale interactive computer game with
framework-assisted. The students use the pre-define objects and source codes from
teachers to modify and re-design the game scenario. The teaching assistants need to
give all the students one-on-one instructions for guiding them to complete the lab, and

it is a very time-consuming job.

2.2 Programming Learning in e-Learning

2.2.1 Object-Oriented Programming Learning

Object-oriented programming (OOP) is a programming paradigm which uses
objects and their interactions to design applications and computer programs, and it is

very popular to be used in web-based system development. In the OOP learning
8



researches of e-learning domain, most issues are relevant to teach the basic coding
abilities and OO concepts such as inheritance, abstraction, encapsulation and

polymorphism. The followings are relevant literature reviews about OOP learning

Stelios Xinogalos et al. [11] proposed a programming environment, objectKarel,
which incorporates e-lessons, hands-on activities, an easy to use structure editor for
developing and editing programs, program animation, explanatory visualization,
highly informative and friendly error messages for novice programmers to develop

programs.

J.Baltasar Garcia Perez-Schofield et al. [8] developed an interactive
object-oriented environment, Visual Zero, which allows learners to concentrate on
objects and their relationships from the very beginning, and thus helps the learners
achieving a high degree of knowledge about the object-oriented programming

paradigm.

Matthew Conway et al. [10] developed a 3D programming environment, Alice,
to teach entry level Computer Science students basic programming concepts without
exposing them to all the intricate details of a full-blown programming language.
Using Alice, students accomplish their programming tasks by a series of mouse clicks
and drag-and-drop maneuvers, and it eliminates from syntax and logical errors of

programming.

The Lifelong Kindergarten research group at the MIT Media Lab [21] developed
a new programming language, Scratch, to help the learners creating their own
interactive stories, animations, games, music and arts. The learners can learn
important mathematical and computational ideas, while also learn to think creatively,

reason systematically, and work collaboratively.



2.2.1 Other Programming Learning Issues

In addition to basic coding ability, there are some researches about data structure,

algorithm, structured query language (SQL) and design pattern.

Jaime Galvez et al. [22] presented a blended e-learning experience consisting of
supplying an undergraduate student population with a learning tool called OOPS

and a testing system called SIETTE to teach data structure.

Maria Kordaki et al. [9] presented a modeling, student-centered methodology for
the design of a constructivist computer environment, the SORTING environment, for
the learning of sorting algorithms, within a context consisting of interactive, multiple

and linked representation systems.

Claus Pahl and Clair Kenny [23] presented an automated learning and skills
training system for a database programming environment that promotes procedural
knowledge acquisition and skills training. The system provides meaningful
knowledge-level feedback such as correction of student solutions and personalized

guidance through recommendations.

Zoran Jeremic et al. [24] presented the evaluation of DEPTHS (Design Patterns
Teaching Help System), an intelligent tutoring system (ITS) for teaching software
design patterns. Furthermore, there are other studies of software development in
general showing that adherence to common software design principles, guidelines,

and rules [25].

However, most of the aforementioned researches provide computer-assisted
programming learning systems or assisting tools to help learners learning the basic
coding abilities of object-oriented programming, but there is no research providing the

learning system to assist the software architecture design learning. In order to provide

10



the learners one-on-one instruction in a cost effective manner and reduce the teacher’s
loading, we decide to construct an intelligent tutoring system for software architecture

design learning.

11



Chapter 3. Imitating Learning Guidance Approach

3.1 General Program Assignments

Generally, after a series of lectures in the programming course, the teacher
usually assigns homework to make learners obtain a deeper knowledge of the design
concepts they have learned. Figures 3 ~ 5 show three different implementation
processes of program assignment, where the teacher uses the Video Rental
Management System (VRMS) project as an example to make the students think how to
design this project. The horizontal axis means the assignment iteration, which is set by
teacher according to the project’s features like the amount of functionality or
component. And the vertical axis means the expected completeness degree of the

project, called expected program progress.

Expected Program Progress

100% ==, == =—— = Major
4 A Requirement
75%
50%
25%
Assignment
» |teration

Figure 3. Traditional program assignment

Figure 3 shows that traditional program assignment assigns a whole VRMS
project to students in one time. The teacher requests students to apply the knowledge
which have been learned from the course to accomplish this project, but the scope of
VRMS project is too big for students to know how to start implementing it. Hence, the

students usually have trouble with this wide-scope assignment.

12



Expected Program Progress

1OO%A— — — Major
Requirement
75%
50%
25%
Assignment
Iteration
0o 1 2 n

Figure 4. Progressive program assignment

Figure 4 shows that in progressive program assignment, the teacher segments the
VRMS project into several assignments according to the constructing procedure from
basic components to major requirements, and the learners are asked to complete parts
of programs progressively. This bottom-up manner can make learners understand the
constructing process, but they have no idea about why and how the design of basic

components and its details.

3.2 Major-Requirement-First Strategy (MRFS)

Hence, we propose a teaching strategy named Major-Requirement-First
Strategy (MRFS) to help learners easily understanding how to design the VRMS
project. This teaching strategy adopts a top-down imitating learning mechanism which
guides the learners from the major requirements of VRMS to basic components and

apply the ideas of Scaffolding Instruction Theory [12, 13].

As mentioned in scaffolding instruction theory, the Zone of Proximal
Development (ZPD) [12, 13] noted that it is also very efficient for learners to use their
prerequisite knowledge to help themselves developing new knowledge. So we intend

to combine the learners’ implementation ability and request them to complete the

13



project by imitating the software architecture which is designed by teachers in

advance.

Moreover, scaffolding instruction theory also mentioned that building some

scaffolds for learners and assisting them to complete the target they can’t accomplish

before, and then gradually dismantling the scaffolds they have learned, is an

effective way to get the learning objectives. So we provide the necessary scaffold

which called program scaffolds, such as component requirements, interface and

usable objects of each component, relationships between the components, library

packages and source codes to assist learners to implement from the major

requirements with these imitating information and library supporting. The detailed

information of program scaffolds is shown in Table 1.

Table 1. The detailed information of program scaffolds

Program Scaffold

System Requirement

Description

Describe the main target of this system.

Class Requirement

Describe the requirement and design concepts of this class.

Method Requirement

Describe the requirement and utility of this method.

Interface Describe what methods are included in this class.
Usable Objects Describe what objects will be used in this method.
Relationship Describe the relationship between two components.

Library Package

A program library used for this component implementation.

Source Code

A solution code created by teacher for this component.

Class Diagram

An overall configuration of this system.

Therefore, based on scaffolding instruction theory, MRFS guides learners to

imitate the program architectures from major functionalities of system to detailed

14




components through a series of implementations with program scaffolds supporting.
As shown in Figure 5, top-down program assignment applies the idea of MRFS,
where the teachers have to construct the necessary program scaffolds and segment the
VRMS project into progressive assignments in advance, and then assign a task which
iIs the major functionality of VRMS to students. After the students finish the
assignment with program scaffolds supporting like library, they will continue to finish
the detailed components of major functionality. Consequently, the learners can figure
out the overall configuration of VRMS first, and then they will easily comprehend the
design concepts of each detailed component. The learning efficacy of MRFS will be

compared with general program assignments in our experiment in Chapter 5.

Expected Program Progress

100%A—*— — — Major

Requirement
75%
Program }
Scaffolds

50%
Program }
Scaffolds
Program

Scaffolds Assignment
Iteration

25%

QF S -7 - il

Figure 5. Top-down program assignment
Example 1. Major-requirement-first strategy for program assignments

Figure 6 shows our teaching case in this thesis, Video Rental Management
System (VRMS), which is represented by class diagram. VRMS is a common
web-based system which can offer user convenient services about online video rental,
such as video introduction, video search, popular video recommendation, subscribe
and relend for video, online comment and member management, etc. Besides the user
interface and database 1/O, the learners are supposed to focus on logic tier design of

VRMS.
15



The teacher will segment the project into several assignments, and ask the
learners to complete the assignments from “MemberMgr”, “VideoMgr” or
“OnlineMgr”, the major functionalities of VRMS, to detailed components. If the
“MemberMgr” task is assigned to learners, all the information about the task like
design concepts, component requirements, interface, usable objects and library
packages like “DBMgr”, “MemberInfo”, etc. should also be provided to assist learners
implementing this class. The learners can imitate the software architecture design of
VRMS through a sequence of implementations with guidance and program scaffolds

supporting in this top-down imitating manner.

Major-requirement-first strategy is not only adaptive for VRMS but also suitable
for use in logic tier design of web-based system, and the learners can get the software

architecture design concepts easily in this top-down imitating manner.

[ VideoRentalManagementSystem |

¥ ¥
MemberMgr VideoMgr OnlineMgr
register() Search() Comment{)
login ) Inguire() Order()
modify() Relend()
logaut() r‘
J'_‘ \_vlr 'L \ v
<<interfaces> DBMgr Video Cart
Memberinfo Fetch() VideolD VidealD
MemberiD Insert() MName Sumary
Sex Update() Genre
Delete() Actor
Profile
Portfolio
gﬂsxmberln MemberlD
Sex
N_ame Password
Birthday Level
Address s
CellPhone LoginTimes

Figure 6. The class diagram of Video Rental Management System (VRMS)
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Chapter 4. Major-Requirement-First Imitating

Learning System (MRFILS)

For the purpose to provide the learners one-on-one instruction in a cost effective
manner and reduce the teacher’s loading, we develop the Major-Requirement-First
Imitating Learning System (MRFILS). MRFILS provides guidance and necessary
assistance for learners and assists them imitating the software architecture design of

teaching cases which are constructed by teachers.

In order to apply MRFILS, the teachers have to construct necessary teaching
materials for learners to imitate the software architecture design, and the learners need
to have enough coding ability of object-oriented programming for implementation.
The goal for this intelligent tutoring system is to help teachers constructing a
knowledge structure of teaching case, and then applying a guiding mechanism to
generate an imitating procedure, next guiding learners to imitate the software
architecture design of teaching case through a series of implementations with program

scaffolds supporting.

( MRF Guidance \

RDDA Scaffolds Transformation
€| Constructing Scaffolds System
System Repository A
MRFS Scheduler

Knowledge Acquisition Phase
J

ilmitating Procedur

OOLA )
Transformer
N\ -/

Learning Phase Knowledge Transformation Phase

Program Library
Packages

@

€—>| O0OLASystem

O0LA

Figure 7. The system architecture of MRFILS
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The MRFILS is composed of three phases, including knowledge acquisition
phase, knowledge transformation phase and learning phase. The overall picture of

system architecture is shown in Figure 7.

Firstly, in knowledge acquisition phase, the teachers construct the program
scaffolds by the RDDA Scaffolds Constructing System, which applies the Recursive
Descent Dialog Approach (RDDA) to acquire the teacher’s knowledge of teaching
case through a series of dialogues. After the construction, the program scaffolds that
are stored in scaffolds repository will be composed into a knowledge structure of

teaching case, named System Requirement Ontology (SRO).

Next, in knowledge transformation phase, MRFS scheduler applies
Major-Requirement-First Strategy (MRFS) on SRO to schedule an imitating
procedure, and then OOLA Transformer arranges different learning guidance
templates for imitating procedure to transform an Object-Oriented Learning Activity

(OOLA) [14].

At last, in learning phase, Object-Oriented Learning Activity (OOLA) System
retrieves learning activities and necessary program library packages from Learning
Activity Management System (LAMS) [14] and scaffolds repository to present the
guiding information and learning contents for learners. The following sections will

introduce the detail of each phase in MRFILS.
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4.1 Knowledge Acquisition Phase

4.1.1 System Requirement Ontology (SRO)

For imitating learning, we need to construct teaching cases in advance.
According to the features of logic tier design of web-based system, we define a
knowledge structure named System Requirement Ontology (SRO) to maintain our

teaching case, Video Rental Management System (VRMS).

Traditional learning content of programming case doesn’t take the physical
meanings of components and the relationships between components into account, so
it’s difficult for learners to get the design concepts of system. Thus, we think the SRO
should contain semantic meanings like component’s utility and physical meaning of
interaction, and then we can apply MRFS to schedule an appropriate imitating
procedure based on the information. Accordingly, the knowledge representation of
SRO is defined as Definition 1, where p means the total number of node set and q

means the total number of relationship set.
Definition 1. System Requirement Ontology (SRO)

® SRO = (N, R) : Composed of a set of nodes denoting to N and a set of
relationships denoting to R.

® N ={ng, ny, n,..., Ny} : A set of nodes denoting the downstream nodes of n.

® R = {r, ry r3..., rgy : A set of relationships denoting the downstream
relationships of r.

® n; = (nType;, Name;, Requirement;, Interface;, ClassQuantity;, UsableObject;) :

Composed of component type, component name, component requirements,
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component interface, the quantity of class under the component, and the names of

usable objects, accordingly.

® r; = (rType;, From;, To;) : Composed of relationship type, relationship original

node, relationship terminal node, accordingly.

® nType;e{System, Class, Method} :

System node is the root of SRO.
Class node is the class name of system.

Method node is the method name of class.

® Typeje{ Be-composed-of, Contain, Use-data, Use-function, Such-as} :

Be-composed-of relationship describes what major functional classes
constitute System node.

Contain relation describes what Method nodes are included in Class node.
Use-data relation indicates which data-storage Class node is used by Method
node.

Use-function relation indicates which functional Class node is used by
Method node.

Such-as relation is similar to inheritance, and it is connected with two Class

nodes.

Example 2. Parts of VRMS_SRO

Figure 8 presents the utilities of three types of nodes and five types of

relationships in VRMS_SRO, which is instantiated from SRO and used to maintain

the knowledge structure of VRMS. Figure 8 (a) shows that VRMS is composed of

major functionalities like “MemberMgr” class and “VideoMgr” class. Figure 8 (b)

shows that “MemberMgr” class contains the interface such as “Register” method and

“Login” method. Figure 8 (c) shows that “Register” method uses a data-storage object

20



called “Memberinfo” which stores the information about member to handle data
encapsulation. Figure 8 (d) shows that “Register” method uses a functional object
called “DBMgr” which communicates with database to handle logic computation.
And Figure 8 (e) shows that “Profile” class and “Portfolio” class inherit from

“Memberlnfo” class.

‘ VRMS system MemberMgr  class
ﬁ|—1¢ be-composed-of h‘—icomain
MemberMgr VideoMgr  class Register Login method

(b)

(a)

Memberlnfo = cfass

Register method Register  method
\L use-data l use-function \]/_H such-as

MemberInfo = cigss DBMgr  class Profile Portfolio  class

(©) (d) ()
Figure 8. The examples of VRMS_SRO

4.1.2 Recursive Descent Dialog Approach (RDDA)

After defining the SRO, we have to help teachers constructing this ontology. We
propose the Recursive Descent Dialog Approach (RDDA), which is a systematic
procedure to allow teachers to input relevant program scaffolds of VRMS. RDDA
adopts a top-down dialogue mechanism built from a set of mutually-recursive
procedures to construct SRO from major functionalities of VRMS to basic
components by asking a series of questions about teacher’s design concepts of VRMS.
The question templates described in Table 2 are defined based upon basic
object-oriented design (OOD) process [5], which is shown in Figure 9. And the

detailed algorithm of RDDA is shown in Algorithm 1.
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Table 2. Question templates

Node Type Question Template

%gﬁ lﬂj B RPN EPEAIE RPN tﬁjfjx

G 353 2 RO ¢

Class rﬁﬁtflﬁ (e KR = oz “}T—j\[ ] Interface £ fif

i A= T e < O B R S R VR S
IS 5 T SO PA P L e P

System

Method

[[ Define system requirements ]]

" Decompose to objects il

Define major requirements
4 |
" Define interface il

‘ Define method requirements I
N “ Define usable objects & relationships \l

Figure 9. Object-oriented design process
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Algorithm 1: Recursive Descent Dialog Approach (RDDA)

Denotation :

S : The stack which is used for Depth-First Search (DFS)

Input: The program scaffolds of teaching case, Question Templates (QT)
Output: System Requirement Ontology (SRO)

While (There exists node n; which needs to be constructed for teacher)
{
Push node n; into S.
While (S is not empty)
{
Pop a node n; from S.

Based on n; type, use the corresponding QT to compose the dialogue and
ask all necessary information about node n; from teacher.

Acquire the teacher’s answer and construct a node
n; = (nType;, Name;, Requirement;, Interface;, 0, UsableObject;).

Add n; to N.
For each relationship r;e { The output relationships of n; }

{

Based on n; type, use the corresponding QT to compose the dialogue
and ask all necessary information about r; from teacher.

Acquire the teacher’s answer and construct a relationship
ri = (rType;, From;, To;).

Add rjtoR.
Push Toj into S.

}
Construct a SRO = (N, R).

Foreachnodeny € N

{

According to the relationships and nodes of SRO to compute the class quantity
under node ny, and then modify ClassQuantityy.

}
Return SRO.

Algorithm 1. Recursive Descent Dialog Approach (RDDA)
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Example 3. RDDA Scaffolds Constructing System

RDDA Scaffolds Constructing System adopts a series of dialogues to acquire the
knowledge from the teacher and construct a SRO of teaching case. Figure 10 shows
the example of VRMS_SRO construction process, where VRMS_SRO is an instance
of SRO. Firstly, RDDA Scaffolds Constructing System asks the system name, system
requirement and major functionalities from the teacher. And then according to major
functionalities, where we use “MemberMgr” for example to ask the class requirement,
class interface and their relationships. Next, based upon the interface of
“MemberMgr”, we choose a method “Register” for example to ask the method
requirement, usable objects like “MemberInfo” and “DBMgr” and their relationships
like “use-data” and ‘“use-function”, accordingly. Rules like that, at last RDDA
Scaffolds Constructing System will request the teacher to upload the library package,
source codes and class diagram. According to this constructing process, the teacher

can construct a complete VRMS_SRO by RDDA Scaffolds Constructing System.

What’s the system name?

‘ System

be-composed-of
What’s the major functions \L \]/
of this system? Memberiigr VideoMgr OnlineMgr
contain ¢_1_¢
What’s the interface of R
“Membergr”? Register Login
use-datai lﬁ use-function
What’s the method
requirement of “Register”? Memberlnfo DBMgr
What's the relationship between
; VRMS_SRO

“Register” and “Memberinfo”?

Figure 10. The example of VRMS_SRO construction process
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4.2 Knowledge Acquisition Phase

4.2.1 Algorithm of Major-Requirement-First Strategy

The algorithm of MRFS is shown in Algorithm 2 and represented by the
flowchart in Figure 11. The main algorithm of MRFS is Depth-First-Search (DFS)
with heuristic functions to determine the search path. DFS needs a stack to store
temporal nodes, and a queue to store the imitating procedure as output. The heuristic
functions are based on the class quantity under each node and the weight of each
relationship type, where we define the weight of “Use-function” relationship is 2, the
weight of “Use-data ” relationship is 1, and the others are 0 to schedule the priority of
imitation. We think that imitating the functional components first will easily
comprehend what is supposed to do in next step, so we set “Use-function” with high
priority than “Use-data”. If the relationship types are equal, we will compare the class

quantity under the node, where the larger quantity possesses the higher priority.
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Algorithm 2: Major-Requirement-First Strategy (MRFS)

Denotation :

S : The stack which is used for Depth-First Search (DFS)
A : The array which is used for heuristic computation

Q : The queue which stores the imitating procedure
Input: System Requirement Ontology (SRO)

Output: Q (Imitating Procedure)

If (There exists a root node n; of SRO)
{
Push n;j to Q.
While (n; contains any output relationship)

{
Do

{

For each relationship r; € { The output relationships of n; }
{
Insert the relationship r; into A.

Compare the rType; with the type of relationships in A, and sort these
relationships according to relationship type from max to min.
(“Use-function” = 2, “Use-data” = 1, others = 0)

If (A contains relationships r[] whose type is equal to rType;)

Compare ClassQuantity; with the class quantity of nodes which
are terminal nodes of relationships in r[], and sort these
relationships according to class quantity from max to min.

}
For each relationship rj in A
Push To;j into S.
IWhile (S is not empty)
Pop one node ng from S.
Get a node n; = ny.
Push n¢ to Q.

}
Return Q.

Algorithm 2. Major-Requirement-First Strategy (MRFS)
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Input System Requirement
Ontology (SRO)

v

Get the root of SRO as
present node

v

Does present
— node contain any —_—
output relation?

v

Insert all output nodes of
present node into A

v

Sort A according to output
relationships’ type of
present node

Sort A according to output
nodes’ class quantity of
present node where the

output relationships’ type
is equal

v

Push all nodes of Ato S
from min to max

v

— Is S empty? a—

v

Pop one node from S as
present node and push it

toQ

— Output Q

Figure 11. The flowchart of Major-Requirement-First Strategy (MRFS)
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4.2.2 Major-Requirement-First Guidance Transformation System (MRFGTS)

In knowledge transformation phase, MRFGTS is composed of MRFS Scheduler
and OOLA Transformer. MRFS Scheduler uses the SRO which constructed by RDDA
Scaffolding Constructing System to apply MRFS to schedule an imitating procedure,
and then OOLA Transformer transform this imitating procedure into a learning
activity of OOLA system [14]. The internal procedure of MRFGTS is shown in Figure

12.

. MRFS . Imitating - OOLA ]

| ~ ';. |
- 'l ccheduler - _“Procedure .~ - Transformer | - OO0LA

|

|

|

I

[ . . . . .

. Major-Requirement-First Guidance Transformation System

Figure 12. Major-Requirement-First Guidance Transformation System
Example 4. MRFS Scheduler

Figure 13 presents the example of MRFS Scheduler. Based upon the MRFS
algorithm, we get the “VRMS” node which is the root of VRMS_SRO at first and push
it into the imitating procedure. And then we check the output nodes and output
relationships of “VRMS” node, where the three major functional nodes
“MemberMgr”, “VideoMgr” and “OnlineMgr” contain the same relationships
“be-composed-of”’. So we will check the class quantity of these output nodes, and find
out the largest one. Suppose that “MemberMgr” node has the largest class quantity of
the three output nodes, we push it into the learning precedure, and check the output
nodes and relationships again. Suppose there exists “Register” and “Login” method
nodes and the relationships are as same as “Contain” relationship, and the “Register”

node has large class quantity than “Login” node, so we push the “Register” node into
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the imitating procedure. Accordingly, there are two objects will be used in the
“Register” method, so we choose the “use-function” relationship which has high
priority than “use-data” relationship and push “DBMgr” node into the imitating
procedure. Rules like that, then we will push “InsertProfile”, “InsertPortfolio”,
“MemberiInfo”, “Profile”, “Portfolio” nodes and so on into the learning queue

sequentially based on MRFS.

System Requirement Ontology Imitating Procedure

* ™
Major-Requirement-FirstStrategy

YRMS
|_mws | e
r 1
be-composed-of _
J/ \L Register
d L 1
VideoMgr Onlinehgr DBMgr

- InsertProfile
L 1

InsertPortfolio
T 1

contain §_=

Memberinfo
T 1

Profile
T 1

Portfalio
r 1

>
I Profile I

Portfolio " InsertProfile I InsertPortfolio

VRMS_SRO V

Figure 13. The example of MRFS Scheduler

Example 5. OOLA Transformer

In order to use OOLA System to present the learning contents, we need to
transform the imitating procedure into an Object-Oriented Learning Activity (OOLA)
in advance. As shown in Figure 14, after getting the imitating procedure from MRFS
Scheduler, we arrange different learning guidance templates which are presented in
Table 3 according to the type of nodes. The imitating procedure will attach different
learning contents and learning resources which are constructed in knowledge
acquisition phase to create the learning units, and then transform the imitating

procedure into OOLA rules, which are used to arrange the learning sequence.
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Afterwards, OOLA Transformer can generate an OOLA based on learning units and

OOLA rules.
Imitating Procedure OOLA
= B
VRMS Introduction
Memberiigr Req:rrr:ﬁem
B Analysis
Register r =
a—y Class
DBMgr Me"l'bj:“gr
Insell.tprc:file + M::::{t'gr
InsarltPort‘follo Register
Memberinfo Task 2
T— Register
Profile o e
T 1 Class
Portfolio AL
=T e
Figure 14. The example of OOLA Transformer
Table 3. Learning guidance templates
Node Type Learning Guidance Template
Learning Introduction, system requirement analysis, major
Caai functionality requirements, and guiding
System information.
Learning Class diagram.
Resource
Learning Class requirement, interface, method requirements,
G impending method tasks, complete method list,
Class guiding information, and task information.
;gsgﬂlrgg Class diagram, source code, library package.
Learning Method requirement, usable object interface, usable
o object requirements, guiding information, and task
Method information.
IF\:::(EE:’EE Class diagram, source code, library package.
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4.3 Learning Phase

4.3.1 Object-Oriented Learning Activity (OOLA) System

Object-Oriented Learning Activity (OOLA) System [14] is an expert system
with a graphical authoring tool, which can assist teachers to design adaptive learning
activity, and a web based learning system, which can steer learners learning using a
rule inference engine. The teacher can arrange learning sequence, edit learning

contents and manage the learning resources to provide a learning activity to learners.

Designing Phase Executing Phase
Learning earning
Sequencing Sequencing
ﬂi’ \Gra Graph $
S’?é Graphical :T';LTIE Class Generating h Rule based adaptive
authoring process Method learning method
Learners

Teachers ‘. £

|
. Search
N

Display .~

Learning
Content
Repaositor

Test |Application I
Item Program [*~
Bank | Repository

;
A4

Figure 15. The system architecture of OOLA System

Figure 15 shows designing phase and executing phase in OOLA System. In the
designing phase, an adaptive learning activity can be designed via the graphical
authoring process to teachers easily integrating various learning resources, which are
provided by learning resource repositories, and a rule class generating method is also
proposed to generate the rule class of learning sequencing controls. In the executing
phase, the learning sequencing graph and the rule class are used in rule based adaptive

learning method to conduct an adaptive learning to learners.

Therefore, in the learning phase of MRFILS, an OOLA which is already attached
necessary learning contents and learning resources will guide the learners to learn the

software architecture design.
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Chapter 5. System Implementation and Experiment

5.1 System Implementation

We have implemented a Major-Requirement-First Imitating Learning System
(MRFILS) on web-based environment to evaluate the proposed ideas. The following
sections will demonstrate the Teaching Materials Construction Phase and the

Software Architecture Design Learning Phase.
5.1.1 Teaching Materials Construction Phase

This phase we use a dialogue mechanism to acquire teachers’ design knowledge
of Video Renal Management System (VRMS). MRFILS will ask teachers a series of

questions and request them to input the program scaffolds by a systematic process.

As shown in Figure 16, these pictures present the construction process for the
teaching materials of VRMS. At first, the teacher is requested to input the system
name, system requirement (see Figure 16 (a)), and names of major functionalities (see
Figure 16 (b)). Based upon one of major functionalities, MRFILS continues to ask this
class requirement, interfaces and relationships (see Figure 16 (c)). Next, choosing one
method among the interfaces to ask the method requirement, usable objects,
relationships (see Figure 16 (d)), and usable methods (see Figure 16 (e)). And then
keeping on asking the questions about the class requirement, interfaces and
relationships of usable objects (see Figure 16 (f)). After a series of questions, the
teacher is demanded to commit the source codes, and MRFILS will compile them to

library packages automatically.
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Figure 16. The snapshot of teaching materials construction phase
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5.1.2 Software Architecture Design Learning Phase

This phase we use Object-Oriented Learning Activity (OOLA) System to present
the learning target “VVRMS”, which is constructed by teacher in Teaching Materials
Construction Phase. OOLA System will provide necessary learning contents and
learning resources for learners and guide them to design the system architecture by

imitating the compositions of each component and component’s design.

Figure 17 shows the learning process, where OOLA System offers guiding
information to instruct the learners why and how the component design is in each
step. First of all, the learning system provides the introduction about this imitating
learning approach and a task to create a project (see Figure 17 (a)). And then the
learners can get the system requirement analysis (see Figure 17 (b)), one of major
functional classes introduction with a task and a library download link for learners to
start implementing this class with library package supporting (see Figure 17 (c)).
After that, the OOLA System provides the method information of this class and a task
(see Figure 17 (d)) for learners to complete this method. Next, it continues to provide
the class information which was used by previous method and a library package for
task implementation (see Figure 17 (e)). Such as this top-down imitating learning
procedure, the learners can gain these software architecture design concepts through a

sequence of implementations.
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Figure 17. The snapshot of software architecture design learning phase
35



5.2 Experiment

To evaluate the efficacy of Major-Requirement-First Strategy (MRFS) in
software architecture design learning, we choose 10 graduate students who have
enough coding ability of object-oriented programming (C#) from Computer Science
in National Chiao Tung University. We design the Video Rental Management System
(VRMS) as the teaching case and use Major-Requirement-First Imitating Learning
System (MRFILS) to teach software architecture design. After a series of guidance by
MRFILS, we use a questionnaire which is shown in Table 4 to evaluate the learning
efficacy and satisfaction of learners. We apply the five-level Likert Scale which is the
most widely used scale in survey research and it rates from 1 to 5 to specify the
respondent’s agreement level to a statement. The five-level Likert degree is shown in

Table 5 and the results for learning efficacy and satisfaction is shown in Figure 18.

Table 4. The questionnaire items

Questionnaire Items

QL. Is the guiding procedure useful to construct the VRMS?

Q2. Is the information provided in each implementation process sufficient
to construct the task?

Q3. Do you think that the library provided in each implementation process
is useful to complete the task?

Q4. Do you think that using the library first and then construct these objects
later will easily comprehend what should be considered in these objects?

Q5. Do you think that this top-down imitating manner will easily
understand why and how the software architecture design is than traditional
bottom-up implementation?

Q6. Do you think that the learning efficacy of this system is better than
other learning approaches such as lectures or case study?

Q7. Please give a grade (1~5) for this learning system.
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Table 5. The format of a typical five-level Likert degree

Degree Meaning
1 Strongly disagree
2 Disagree
3 Neither agree nor disagree
4 Agree
5 Strongly agree

al Q2 Q3 04 Qs Q6 Q7
M Likert Scale

Figure 18. The results for learning efficacy and satisfaction

The results show that most of learners think this top-down imitating learning can
help them understanding the software architecture design effectively than bottom-up
implementation and traditional learning approaches like lectures or case study. And
implement the programs with library packages supporting will easily comprehend
how to design these used objects. Otherwise, some learners think the information of
learning contents need to be more sufficient, and some learners don’t agree with the

guiding procedure where the system provided.

37



5.3 Discussion

Finally, we also interview the learners and ask the impressions for MRFILS,

there are some comments on this system as below:
® Major-Requirement-First Strategy (MRFS)

Several learners think that this top-down imitating manner is a good idea for
learning system design. Because traditional implementation manner is
bottom-up, even they have the system requirements, architectural blue print, and
UML diagrams for reference, it is still difficult to understand how to implement

the system for learners who just begin to learn the web-based system design.
® | earning contents

Several learners think that we should provide more UML diagrams rather than
only one Class Diagram, such as Use Case Diagram, Activity Diagram, and
Sequence Diagram, etc., and point out the present status and what they have
done. The learners believe that the information of UML diagrams will make
themselves clearly understand the complete degree of system and the design

procedure.
® Guiding procedure

Because the guiding procedure is scheduled by MRFILS, where we design some
heuristic algorithms to prioritize the imitating sequence, several learners think
that we can provide more imitating sequences for them to choose rather than

only one choice.

The above comments are very significant for improving this computer-assisted

learning system, and we will take these comments into account in the future work.
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Chapter 6. Conclusion and Future Work

In this thesis, we propose a top-down imitating learning manner named
Major-Requirement-First Strategy (MRFS) and apply this teaching approach to
construct an intelligent tutoring system named Major-Requirement-First Imitating
Learning System (MRFILS) to teach software architecture design of logic tier in
web-based system. The teachers can use MRFILS to construct teaching materials,
where we adopt a web-based system called “Video Rental Management System
(VRMS)” as our teaching case. MRFILS provides learners one-on-one instruction and
assistance to guide them imitating the software architecture design of VRMS through
a series of implementations with scaffolding instruction, and it will significantly
reduce the loading of teachers. Finally, we have done a real experiment to evaluate the
learning efficacy and satisfaction of learners. The experimental results show that
MRFILS can help learners gaining the software architecture design concepts of

VRMS effectively.

In the near future, we would like to embed diagnostic tests in the guiding process
to evaluate the learning performance and learning status, and add some imitating
learning guidance rules to provide adaptive learning for learners. Thus, the learners
can get more flexible guiding procedure and more appropriate learning contents in the

learning process.
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