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Abstract

With the rapidly growth of Internet, Message-oriented Middleware (MOM) had
became the widespread used tool for, delivering messages between companies. Sun
Corporation had been aware the trend..and defined a Java Message Service
Application Programming Interface (JMS API) standard. This standard provides a set
of uniform interface for application development: and makes applications more
portable. Persistent Fast Java Messaging (PFIM) is a JMS compliant
Message-oriented Middleware and it has some.outstanding features such as persistent

message and high performance.

MOM had be widely adopted in Internet and the security issues not been noticed in
the past had been discussed more and more. This paper will discuss the security issues
on MOM. Based on PFJM, we bring up a pluggable security framework. "Pluggable"
means application developers only need to modify configurations and plug in many
different security modules to build a secure message delivering system. He/She needs
not to modify applications in order to adopt different security strategies and be more

flexible on developing.
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Chapter 1 Introduction

1.1 Preface

With the rapidly growth of Internet at decades, the e-services environment had been
gradually more practicable. In the past, information exchange between different
departments of a corporation was based on physical paper. The communication
between companies usually used FAX and telephone. Along with the appearance of
many services on the Internet, E-Mail service substituted physical paper. The FAX
telephone line was replaced by the Internet messages between companies. Internet had
become the one unexpendable medium. On the one hand, companies wanted their
services more easily accessible, .and on thewother, for saving their costs on handling
the regular transactions, they built their own information system by their way. For
example, the stock management'system is.used to manage the amount of products and
automatically communicate to the providersivia Internet messages when the amount
of products is less than lower-bound. Internet greatly improved the productivity and
convenience. However, building an information system is time consuming.
Programmers must pay more attention on the details of network message delivery and
system architecture. This disturbs programmers from business model and delays the

time to market.

Afterward, businesses noticed the problem and found the necessary to adopt
middleware to assist the development of information system. According to this reason,
Message-oriented Middleware (MOM) was developed to help programmers for not to

directly access the lower lever and disagreeable network protocols. MOMs are usually



expressed by a set of readable APIs. Programmers can use the API to send and receive
network messages and focus on designing business models. By this way, information
system can quickly be available. However, when programmers move from one MOM
system to another, the codes about communication in an application must be modified
because every MOM’s API is not the same. For portability, Sun defined a standard of
Java Message Service Application Programming Interface (JMS API)[1] adopted by
many MOM providers. The advantages of the standard interface are programs written

by this API can run on many MOM products and programmers only learn one API.

JMS 1.1 standard was finalized at 2002. Nowadays MOM providers mostly support
the JMS 1.1 standard, such as SonicMQ[2], FioranoMQ[3], OpenJMS[4], ... etc.
Persistent Fast Java Messaging: (PFIM)[5] “is’=.a Message-oriented Middleware
designed by our laboratory. In addition to support JMS 1.1 standard, we enhance the
persistent message and high performance-features for increasing the scalability

greatly.

1.2 Motivation

Since the e-commerce was more and more popular, network security became an
important issue. The messages delivered via network in plaintext may be snooped by
crackers. So MOM providers began to add security functions to their products,
including user authentication, trust authorization and message encryption. But the
functions were usually and tightly bound with the implementation of MOM’s core.
Furthermore, the security functions were developed by MOM providers, which are
preventing third-party providers from plugging in their security functions into MOMs,

so this makes applications less flexible.



Therefore we bring up a pluggable security framework on MOM. The core concept is
to adopt the loosely-coupled design. Based on this design, we can separate the
MOM’s core functionalities from security functionalities. The security functionalities
can be packed in the form of modules. While developing, programmers only concern
with the business models, not the security issues. During deployment, programmers
can just simply modify the configuration and parameters, and use the suitable security

modules to construct a secure message system.

Based on PFJM, we will realize the modular concept on security functionalities. In
addition, we will implement several useful security modules to demonstrate the

advantages of the pluggable framework.

1.3 Research Objectives

In this paper we discuss the security 1ssues on'MOM. The focus we emphasize is how
to flexibly and easily add security functions into MOM, not the security
functionalities itself. The implementations of security functions are out of scope in
our discussion. We expect under our design, the flexibility of security functions of

MOM can be as great as possible.

Flexibility

The more flexibility the middleware provides the more flexibility the application
behaves. With the pluggable framework, programmers have the greatest flexibility
using different authentication architectures, different authorization policies, and

various encryption algorithms without modify any source codes.



Easy to use

The objective of MOM is to simplify the complicated message exchange protocols.
Programmers can write simple codes for sending messages. The objective of security
functions on MOM should be the same. With the pluggable framework, programmers

can only modify configurations and add appropriate security functions into MOMs.

Scalability

Different applications have different security frameworks. For example, some
small-scale systems need only simple authentication such as password, while other
large-scale systems need more sophisticated authentication. With the pluggable

framework, programmers have the:ability to build'different security framework.

1.4 Thesis Organization

This research is organized as following: in Chapter 2, the background information and
related works are reviewed. We briefly introduce the concept of Message-oriented
Middleware (MOM) and Java Message Service (JMS). We also take a more deeply
introduction to our previous MOM implementation — Persistent Fast Java Messaging
(PFJM) and indicate what security issues are related to MOM. Chapter 3 describes the
design of pluggable framework and the related interfaces. Chapter 4 depicts how to
integrate pluggable framework and Lightweight Directory Access Protocol (LDAP) to
build a secure message delivery environment. Chapter 5 discusses many kinds of
issue on design, including security, performance, resource management, etc. And last,
in Chapter 6 there is a brief conclusion for our design and we give some ideas for the

future works.



Chapter 2 Background & Related Works

This chapter describes MOM and related security issues to you. Section 2.1 introduces
JMS and shows two different MOM architectures. Section 2.2 will introduce
Persistent Fast Java Messaging designed by our laboratory and illustrates the features
and relationship with JMS. Section 2.3 depicts other MOM products on market.
Section 2.4 discusses the security issues on MOM and explains the design
methodology of the products mentioned above. We will list a table for comparison
and readability. Also we will indicate the shortcomings on the design of these
products. Finally we introduce the Java Authentication and Authorization Service

defined by Sun. Section 2.5 summarizes this chapter.

2.1 Java Message Service (JMS)

Java Message Service defined by Sun‘Corporation and other cooperators is a set of
standard interfaces for message delivery. With JMS, programmers can create, send,
receive, and read messages via the simple interfaces. The JMS standard only defines
the semantic of interfaces, not how to implement. Every MOM provider can have
their own implementation. Today almost every MOM products are compatible with
JMS. The design architectures can be divided into two categories: central architecture

and distributed architecture.

2.1.1 Central Architecture



Figure 2-1 Central architecture of MOM design

Figure 2-1 is the central architecture of MOM design. A master server is responsible
for message delivery and all applications,are clients. When applications want to send
messages out, it becomes sender):calling the JMS API and giving the destination of
the messages. Messages will be delivered from application to central server. Central
server will look for the destination of-messages and sénd to the appropriate client. The
destination of messages can be either Topic or Queue. Topic mode is a one-to-many
mode. It means the sender can publish a message to Topic and receivers who
subscribe the Topic will receive the message. While Queue mode is a one-to-one
mode, the sender pushes messages into Queue and only one receiver can get back the

message.

The shortcoming of central architecture is the server-bottleneck problem. If the central
server gets low performance or even becomes failure, the overall message exchange
system will becomes unavailable. However, it has the advantages of easy management

and uncomplicated design.



2.1.2 Distributed Architecture

Another design methodology is the distributed architecture. Under this architecture,
there is no master server and jobs of message delivery are distributed to every client.
Figure 2-2 depicts the architecture. Because there is no longer a server, every client
must be aware of some information of other clients, for example, IP and Port. The
advantage of distributed architecture is the loading of original central server is divided
and distributed to every client. So the single-point-failure problem does not exist. On

the contrary, resource management will be complicated and difficult.

Figure 2-2 Distributed architecture of MOM design

2.2 Persistent Fast Java Messaging (PFJM)

Persistent Fast Java Messaging is a JMS compliant product designed by our laboratory.
PFJM adopts the distributed architecture and implements the message delivery
protocol using IP multicast technology. Figure 2-3 illustrates the overall architecture

of PFIM.
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Figure 2-3 Architecture of PFIM

Every PFJM instances will simﬁlténeogs}y be client as well as server. When one

|#l'

PFJM instance starts, it connects to other‘PFerinsf?lnces via multicast messages in

J

the network and then obtainsﬂ"'»énegeésﬁfy*ih'foi‘nigtion. When delivering message,
application talks to PFJM and indni“{:z"ites what r‘n-en‘ssage to send and which Topic the
message should go. PFJM is responsible for dividing the message into many Memory
Buffer Units (MBUs) that have same size and put them into the delivery buffer in
memory. Then Carrier will pick up these MBUs and actually send them out via
multicast. While PFJM is a role of receiver, it will register the appropriate multicast
channel which corresponding to Topic. Incoming messages (MBUs) will be received
by Carrier and then be composed by Composer. Finally the origin message is

delivered to application.

In addition to following JMS standard, PFJM emphasizes on some features such as

persistent message and high performance.



2.2.1 Persistent Messaging

PFJM adopts the distributed architecture and avoids single-point-failure. It reduces
the lose rate of message. In addition, PFJM implements the persistent message feature
using file system. When PFJM receives the messages delivered from application, it
makes a copy to the file system. If system failure or any irregular error while
messages are still in memory, the messages do actually lose but will be recovered
from file system and redelivered when PFIM is restarted in the future. Figure 2-4

illustrates the concept of persistent message.

\ >
Producer PERSISTENT message Durable
EEEEEEEEEEER IIIII.III Subscribe
ACK
External
Admin

Figure 2-4 Persistent messaging of PFJM

2.2.2 Performance

There are two main classifications of messages in PFJM, one is the control message
and the other is the actual message. There is a fixed multicast channel for control
message. As PFJM starts, it communicates with other PFJM instances via control

messages. When delivering messages, the actual messages will be sent out via



multicast. By using the IP multicast technology, we have the advantages of high
scalability and high performance. Because when the number of subscriber increases,
publisher still needs to send message once. Obviously this design will have more
performance than traditional centralized MOM. Furthermore, we adopt the NAKJ[5]
technology to accomplish flow control and retransmission instead of heavy protocol

such as TCP. The overhead introduced by protocol can be reduced.

2.3 Other Products

There are some other similar MOM products such as Sonic Software’s SonicMQ[2],
Fiorano Software’s FioranoMQ[3] and OpenJMS[4] which is released in the form of

open source. They are all designed as central,architecture.

OpenJMS
OpenJMS provides the most basic MOM funetionalities. It supports both peer-to-peer

mode and publish/subscribe mode and uses JDBC for persistent messages.

SonicMQ

In addition to basic functions, SonicMQ emphasizes its cluster feature. Although
SonicMQ is the central architecture, it supports multiple servers for constructing a
SonicMQ cluster. With the feature, the loading can be distributed to every server and
the server-bottleneck is no longer a problem. Besides, the amount of publishers and

subscribers can be larger.

FioranoMQ

FioranoMQ emphasizes its high performance. The official website of Fiorano

10



Software indicates its FioranoMQ version 8.0 is more effective than SonicMQ version
6.0 about 2 to 10 times. In addition, FioranoMQ supports transformation between

XML documents and JMS messages.

2.4 Security

2.4.1 Security Issues

Network security becomes more and more important. Performance is not only the
focus of MOM design. Something likes privacies, non-replacement, non-denial are
more concerned. It means every publisher and subscriber in the message exchange
environment needs to be authenticated and the messages transferred in the network
need to be encrypted first. So MOM, needs some functions such as user authentication,
authorization and message encryption. We mnoticed that MOM providers took no
concern on security issues in:the past.and recently they add these functionalities

enthusiastically

The following table is the comparison of security functionalities of SonicMQ,

FioranoMQ and OpenJMS.

Table 2-1 Security comparison of SonicMQ, FioranoMQ, OpenJMS

Issues \ Products SonicMQ FioranoMQ OpenJMS

Authentication ACL ~ ACL -~ Java Realms | Password-based
Password-based

Authorization ACL ACL None

Encryption (Message) | RSA B-safe - Pluggable cipher None
pluggable suites
cipher suites

Encryption (Channel) | HTTPS ~ SSL | HTTPS ~ SSL SSL

11



According to table 2-1, we can see both SonicMQ and FioranoMQ use pluggable
cipher suites, but all of them use static authentication and authorization. It is possible
to carry out using central architecture but when adopting distributed environment, it
has the problems of hard deployment and hard management. We need to design a

more flexible authentication and authorization strategies.

2.4.2 Pluggable Cipher Suite

The pluggable cipher suite SonicMQ and FioranoMQ used is based on the Cipher
interface of JCE (Java Cryptography Extension)[6]. Its advantage is encryption
algorithms can be dynamically added,.into Java environment. In the Sun’s

implementation, it supports AES,Blowfish; DES seties, and RSA series algorithms.

2.4.3 Java Authentication and Authorization Services (JAAS)

Because more and more applications need authentication and authorization functions,
Sun defined a standard — Java Authentication and Authorization Services[7] for
applications to build user based access control easily. JAAS adopts a model of
Pluggable Authentication Module (PAM)[8]. As figure 2-5, LoginContext API is
called by application and it utilizes the LoginModule SPI (Service Provider Interface)
as a bridge with various login modules. We only modify configurations and use
different authentication strategies. JAAS’s authorization portion adopts the Security

Manager and Policy provided by Java2 to control access permissions.

12



Applications

LoginContext API

LoginModule SPI

Figure 2-5 The authentication portion of JAAS

Although JAAS makes nf_"?“?':' < * to integrate authentication and

it has some risks to be accessed by hackers. Third, if we apply JAAS to distributed
systems, the management of authorization rules becomes difficult. So we need to

improve these shortcomings of JAAS.

2.5 Summary

In this chapter we compare the security functions between MOM products on market.
We observed every MOM product adopts a fixed manner for authentication and
authorization. But under distributed environment, the variation of architecture is large
and resources management is difficult. We need a more flexible way to accomplish

authentication and authorization. JAAS is a framework defined by Sun for flexible

13



authentication. But it has some disadvantages in authorization and can’t be applied to

distributed systems. So we bring up a more flexible framework for security.
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Chapter 3 Pluggable Framework

This chapter describes the pluggable framework. Section 3.1 introduces the concept of
the pluggable framework. Section 3.2 explains how can we adopt the pluggable
framework into PFJM and make it more flexible. Section 3.3 shows the design of
interfaces of the pluggable framework. Section 3.4 introduces the design of

configurations.

3.1 Concept of Pluggable Framework

At the early stages, programmers usually, wrote their codes in the function-oriented
model. They first of all wrotethe corepfunctionalities and then appended other
secondary functionalities. However their design is hard coded core and secondary
functionalities. By the way, modifying either the core functionalities or secondary
functionalities will influence each other. And programmers must be careful when they
did something with the codes to avoid mistakes and bugs. Subsequently, programmers
noticed the problem and adopted the modular design model. It means after core
functionalities were built, other functionalities can be added into the software in the

form of modules, without modifying the software.

The design methodology of modular model requires full plan at the design phase. The
interfaces of modules need to be defined first. We call these interfaces the Service
Provider Interface (SPI). Once interfaces are built, programmers only need to follow

these interfaces and carry out their implementation without changing the origin codes.
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The biggest benefit of modular design is the division and collaboration between
software components are more clear. Every function can have several different
implementations and we only need to change the configuration to use another

implementation. It makes the software system more loosely-coupled.

3.2 Architecture

We observed that the functionalities of MOM can be categorized into several main
classifications: message delivery, security, message filtering, logging, monitoring,
persistent message and the lowest layer, protocol binding. We can design these

functionalities with pluggable modules.

B

|H|

Authentication Interface  Authorization Interface  Encryption Interface

Filter Interface
Content-Based Filter Module (CODEX ...)

PFUM Core | I I

Persistence

Routing Service Modue

Figure 3-1 Architecture of pluggable framework on PFJM

Figure 3-1 is the architecture designed with the pluggable framework. Under the JMS
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API, there are authentication interface, authorization interface and encryption
interface and all of them talk to related modules to actually perform authentication,
authorization and encryption. Next part is the filter interface, as well as persistent

message interface, logging interface, and connection interface.

3.2.1 Security Interfaces

At figure 3-1, the authentication, authorization, and encryption interfaces are security
related interfaces. An abridged MOM system should have authentication functionality.
When a client accesses the MOM system, it should be authenticated and be a legal
user of the system. There are various authentication methods such as Kerberos[9],
NTLM[10] or LDAP[11], ...etc. The authenticator can be the MOM server or any
third-party authentication server,“In. ourdesign, we can plug in any authentication
modules such as Kerberos module, NTLM- module or LDAP module to accomplish

the authentication task.

After authentication successes, the MOM system may authorize clients. It determines
which the Topic client can create or remove, as well as if they can publish to or
subscriber from topic. Authorization usually executes with authentication. Similar to
authentication, authorization can be performed on an authentication server or another

authorization server.

When a client passes the processes of authentication and authorization, and it has the
appropriate access right, it can start publish or subscribe messages. In order to protect
the message against any stealing in network, the published message should be

encrypted. There are many algorithms for encryption, like DES[12], AES[13], ...etc.
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We can adopt appropriate algorithms by changing the encryption module.

3.2.2 Filter Interface

The JMS standard has defined most essential application based filter. The client as a
receiver can indicate which message it interests according to the information in the
message headers and message properties. But it is too fundamental for complicated
applications. Some MOM providers may add more powerful filters such as content

based filters to improve their quality.

Secret: Personal Info

j‘f ublic: Medical histor

2_"' | Public: Medical history / .HJ‘ Public: Medical history
e S

iG] = ) J%J n—>

Dr, A Secret: Personal Info

Public: Medical history

Figure 3-2 An application of message filter

Another kind of filter is authentication based filter. For example, figure 3-2 is a
hospital information system built with MOM. While Dr. A publishes an anamnesis to
Dr. B and Nurse C, Nurse C can only read the public section of the anamnesis because

she is authenticated to be a general user that has lower permission.

3.2.3 Other Interfaces

Other interfaces are monitoring interface, persistent message interface, logging
interface and connection interface. Monitoring interface provides third-party
companies the opportunity of applying their monitor products into MOM. Persistence

interface provides a method for messages to be stored in the file system or database.
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Logging information can be stored to file system or sent to logging daemon via
logging interface. At last, connection interface provides the chance of using many

different protocol bindings.

3.3 Interface Design

Configuratio

= P — —
. ogin ogin
r———eee——{
Subject Context | 1@ Module
-‘_‘_-___._'_,J
——
P
Authorize Authorize| |
Authority Context | P5———| Module
"h_-___._-‘
——
Encrypt Encrypt | |
Context |0 Maodule
\

Figure 3-3 Implementation details

In this paper we will introduce the design of authentication, authorization and
encryption interface. Figure 3-3 is the implementation details. The principals of our
design are simplified interfaces and are compatible with the authentication modules of

JAAS.

When PFJM instance is executed, it will read the configuration and determines which
modules are loaded. Then it manages these modules via various contexts.
LoginContext is responsible for managing LoginModules. The number of
LoginModule can be zero or more. It means there are many processes to complete
authentication. If authenticated, LoginContext will put some confidentiality into the

Subject data structure. AuthorizeContext 1is responsible for managing
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AuthorizeModules to authorize PFJM instance. AuthorizeModule gains the access
right according to the confidentiality in the Subject data structure and stores the right
to the Authority data structure. When PFJM needs to publish or subscribe messages,
the Authority will be check first to determine whether it has the appropriate rights.
EncryptContext is responsible for managing EncryptModules. EncryptModule is used
to encrypt and decrypt messages. EncryptModule may get the private key form

Subject.

3.3.1 Authentication Interface

In order to be compatible with JAAS’s authentication modules, we adopt the
authentication interface of JAAS and implement our own LoginContext to manage

them. Figure 3-4 is the LoginModule interface:

public interface LoginModule
{
boolean abort ();
boolean commit ();
void initialize (Subject subject, CallbackHandler callbackHandler,
java.util.Map sharedState, java.util. Map options);
boolean login ();
boolean logout ();
E

Figure 3-4 LoginModule interface

The state diagram of interface call is as figure 3-5.
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Figure 3-5 State diagram of authentication interface

Initialize

When PFJM starts, LoginContext will request every LoginModule’s initialize function
to construct and load the module. It will also pass in a Subject data structure for
LoginModules to store the generated confidentiality after authenticated. When login
processes are actually performed, CallbackHandler'is necessary for LoginModules to
get required information from user, such asuser name and password. The sharedState
options are useful when two or more LeginModules need to communicate. The

options which named option are parameters that would be passed into LoginModules.

login

As all LoginModules are initialized, LoginContext will invoke the login function of
every module. Login method is the place that actually performs authentication.
Different LoginModules will have different implementations of login. No matter the
result of authentication, LoginModule should memorize its authentication state and
return the result to LoginContext. LoginContext will decide whether the overall
authentication passed or not after all login processes are performed. Overall
authentication is determined by the significant value of every module which comes

2 (13

from configuration. The significant value can be “required”, “sufficient”, “requisite”
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or “optional”. “Required” means this module is required and if any required modules
failed, the overall authentication will fail. But the login processes behind this module
will still be performed. “Sufficient” means if the present module successes, the overall
authentication will be passed at the premise of no “required” or “requisite” fails and
the later on login processes will be skipped. “Requisite” is the same with “required”.
The difference between these two options is when requisite modules are failed, the
later processes are skipped. “Optional” means whatever the result of authentication is;

it has no effect on overall authentication.

The following figure is an example of authentication status. There are four
authentication modules: SampleLoginModule, NTLMLoginModule, SmartCard, and
Kerberos modules. The significant values are reéspectively “required”, “sufficient”,

“requisite” and “optional”.

SampleLoginModule |required. }pass|pass [pass{pass|fail |fail |fail |fail

NTLoginModule sufficient |pass |fail {fail |fail |pass|fail [fail [fail

SmartCard requisite [*  |pass|pass|fail |* |pass|pass|fail
Kerberos optional |* |pass|fal [* [* [|pass|fail |*
Overall Authentication pass|pass [pass |fail |fail [fail |fail |fail

Figure 3.6 Authentication status[7]

commit or abort

If overall authentication passed, LoginContext will call every module’s commit
function. Commit function needs to determine if its login process is passed. If so, it
will put some confidentiality into Subject, and clean the private data that user inputs.
If overall authentication failed, LoginContext will call all every module’s abort

method to clean up the privacy.
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logout
When authentication process is finished, LoginContext will call every module’s

logout method and clear the Subject data structure.

3.3.2 Authorization Interface

Because the authorization of JAAS utilizes the Java2 security model, it leads to some
problems described above in distributed system. We redesign this portion using the
pluggable concept by defining authorization interface Figure 3-7 is the outline of

authorization interface.

public interface AuthorizeModule {

public void initialize (Subject subject, Authority authority, Map
sharedState,Map options);

public boolean retrievePolicy ();

public boolean cleanup ();

Figure 3-7 Authorization interface

Figure 3-8 is the state diagram of authorization interface.

Get policy i Reclaim
Module loading | info actually ! resources

finished

cleanup

O—-ﬁnitializeHetrieve Policy

Figure 3-8 State diagram of authorization interface
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initialize

After authenticated, LoginContext will give the control to AuthorizeContext. As the
same as LoginModule, AuthorizeContext will call every AuthorizeModule’s initialize
method and pass in the Subject which gained from LoginContext. Moreover,
AuthorizeContext will pass in an Authority data structure for storing permission

information. The sharedState and options parameter is the same as LoginModule.

retrievePolicy

After initialized, AuthorizeContext will call every module’s retrievePolicy method.
This method should retrieve permission information according to Subject. It may get
information from the local or remote authorization server. The permission information

should be put into Authority.

Because we may add new permission.information during the development, we design
the Authority data structure as flexible.as possible. And we classify permissions into

categories. Figure 3-9 depicts the Authority data structure.

TopicPermission
create remove  read  write

Authority P o 1] ]
T

Q/ . JNDILookupPermission

TopicsPermission

JNDIPermission

\___,,/\:

A J
—
—

X _

Figure 3-9 Data structure of Authority
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cleanup
When PFJM terminated, AuthorizeContext will call the cleanup method of every

module. This function should clear permission information stored in Authority.

3.3.3 Encryption Interface

public interface EncryptModule {
public void initialize (Subject subject, Map sharedState, Map options);
public byte[] getEncryptedMessage (byte[] msg) throws EncryptException;
public byte[] getDecryptedMessage (byte[] msg) throws EncryptException;
public boolean cleanup ();

public boolean negotiate ();

Figure 3-10 Encryption interface.

Figure 3-10 is the state diagram of encryption-interface.

Reclaim

Module loading Key setup Encrypt/ Decrypt data resources

getEncryptediessage ﬂ i

S

)

SN A

E [ getDecryptedMessage }:I E i

Figure 3-11 State diagram of encryption interface

O—-[initialize]—v—-[ negotiate

initialize & negotiate
There may be many methods to do encryption. Some algorithms may be safer, but
slower, and some are opposite. Via unified interface, we can plug in appropriate

encryption modules at different circumstances. As the same as authentication and
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authorization, EncryptContext will initiate the module via calling the initialize method.

Then it calls the negotiate method. This method must finish key setup.

getEncryptedMessage & getDecryptedMessage
When sending or receiving messages, EncryptContext will call the
getEncryptedMessage to encrypt messages or getDecryptedMessage to decrypt

messages.

cleanup
When PFJM terminated, EncryptContext will call this method to cleanup private data

such as private key.

3.4 Configuration File
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<Security>
<!-- This part specifies which LoginModule should be invoked -->
<l-- "needs" option can be 'required','sufficient','requisite','optional' -->
<LoginModule name="com.cmc.jms.security.modules. LDAPLoginModule"
needs="required">
<!-- You can optionally indicate which CallbackHandler should be used -->
<CallbackHandler name="com.cmc.jms.examples.MyCallbackHandler"/>
<Option debug="true"/>
<Option server="140.113.88.237"/>
<SharedState myState1="ok"/>
</LoginModule>

<!-- This part specifies which AuthorizeModule should be invoked -->
<AuthorizeModule name="com.cmc.jms.security.modules. LDAPAuthorizeModule">
<Option debug="true"/>
<SharedState myState2="ok"/>

</AuthorizeModule>

<!-- This part specifies which EncryptModule should be invoked -->
<EncryptModule name="com.cmc.jms.security.modules. DESEncryptModule">
<Option debug="false"/>
<SharedState myState3="no"/>
</EncryptModule>

</Security>

Figure 3-12 Security configuration

The configuration file of PFIM is in the form of XML[14]. The Security section in
this file is the security related setting. Figure 3-11 is an example; PFJM instance uses
LDAPLoginModule to login the message exchange system. The server option informs
LDAPLoginModule where the LDAP server is. Then it use LDAPAuthorizeModule to
gain its permission and finally, DESEncryptModule to encrypt the outgoing message

using Data Encryption Standard algorithm.
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Chapter 4 A Security System on PFJM

After PFJM has integrated with the pluggable framework, we can adopt many security
modules to construct a secure message exchange environment. In this chapter, we use

LDAP as the basic building block.

4.1 System Architecture

L Securnity
server

{ PFM LED
PE L[” ; Administrative domain

Figure 4-1 A secure system architecture for PFJM environment

In order to integrate authentication and authorization into PFJM, it is necessary to
make a good plan to manage various resources such as user list and topic directory.
Unfortunately, it is difficult to manage resources in the distributed system because the
management protocol may be too complicated and less effective. Due to the difficulty
and disadvantages, we use the centralized architecture to construct the security
environment. Figure 4-1 is the outline of the architecture. There is a security server in
PFJM environment for authentication and authorization. The advantage of this
architecture is easy management. Besides, the confidentialities are stored in the
security server, it is not a problem for local steals.
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4.2 Security Server

We use LDAP (Lightweight Directory Access Protocol) as the security server. LDAP
is a lightweight protocol for rapidly search for specific data in LDAP server. The data
structure in LDAP server is tree architecture. Figure 4-2 is the data structure we stored

in LDAP directory.

de=nctu, de=edu, de=tw

ou=keystore

ou=topic

ou=user

cn=g3man cn=lionking cn=topic1 cn=topic2 ch=key1

Figure 4-2 A example of LDAP directory

In this figure every circle is a node and composed by one or more properties. A
property is composed by a couple of name and value. Every node has at least one
index property, for example, cn=q3man. Index property is used to indicate the relative
distinguished name (RDN). The path from the root of the tree structure to the specific
RDN is called distinguished name (DN). For example, the left lowest node has the

DN of cn=q3man, ou=user, dc=nctu, dc=edu, dc=tw.

We classify resources into three parts — user directory, topic directory and keystore
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directory. User directory is a list of user information such as user name and password.
Topic directory has some topic information. Keystore directory is a place where

private keys store.

We utilize OpenLDAP[15] server as the security server. OpenLDAP server is released
in the form of open source. It provides complete LDAP services. It also has access

control mechanism to restrict information that PFJM can access.

4.3 Modules Design

We use LDAPLoginModule to authenticate PFIM to the OpenLDAP server and
authorize via LDAPAuthorizeModule. Finally we use DESEncryptModule to encrypt

messages that sent to topic. The flow, patl} is-as'figute 4-3.

LDAP
Server

(1) authentication

PFJM

Ak

i?r:?‘ /‘ \ PFJM
) encryption
& @ =

Modules

(2) authorization

Figure 4-3 A PFJM environment with AAE

4.3.1 LDAP Authentication Module

LDAPLoginModule is responsible for authentication. It implements the LDAP
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protocol and communicates with the OpenLDAP server. LDAPLoginModule will ask
for user name and password using CallbackHandler. Then it passes this information to

OpenLDAP using SSL secure connection.

4.3.2 LDAP Authorization Module

After LDAPLoginModule passed, LDAPAuthorizeModule is used to retrieve
necessary permissions and pass to PFJM. If PFJM has no permission to perform an

action, it returns exception.

4.3.3 DES Encryption Module

Finally the DESEncryption is used te'encrypt messages. The module use 64 bits key

space and Data Encryption Standard algorithm.

4.4 A Scenario

We setup a OpenLDAP server and write a simple e-Paper publishing system to
demonstrate the advantages of the pluggable framework. As figure 4-4, the left
window is an e-Paper publisher and the right window is an e-Paper subscriber. The
middle window is an illegal snooper that eavesdropping the traffic between publisher
and subscriber. With no security mechanisms, the snooper will successfully read the

traffic.
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Figure 4-4 e-Paper system (step 1)

In order to avoid eavesdroppmg agalnst snooper we plugged in LDAPLoginModule,
|
LDAPAuthorizeModule, and DESEncryprtModule a.t publisher and subscriber, as

figure 4-5.
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pfjm.xml*l |
20 «<l-- This section contains the pluggable modules and their relationship --> izj
21 <Plugin>
2z
z3 «l--— This section contains setting for security modules -->
24 <Security>
z5 «l-- This part specifies which LoginModule should be inwvoked -->
zZ6 <l-— "needs" option can be 'required', 'sufficient’, 'requisite’, 'optional' --»
z7 <LoginModule name="com.cmnc.jms.security.modules.LDAPLoginModule” needs="required">
z8 <!--TYou can optionally indicate which CallbackHandler should be used -->
29 <CallbackHandler name="com.cmc.jms.GUICallbackHandler"/>
30 <Option debug="true"/>
31 <Option server="140.113.88.237"/>
3z <Sharedftate myStatel="ok"/>
33 </LoginModule:>
34
35 «l-- This part specifies which AuthorizeModule should be inwvoked -->
36 <AuthorizeModule name="com.cmnc.jmns.security.modules.LDAPAuthorizeModule>
=i <Option debug="true"/>
38 <Sharedftate myState2="ok"/>
33 </AuthorizeModule>
40
41 «l-- This part specifies which EncryptModule should be inwvoked -->
4z <EncryptModule name="com.cmnc.jms.security.modules . DESEncryptModule>
43 <Option debug="false"/>
44 <Option key="keyl"/>
45 <GSharedftate myState3="no"/>
46 </EncryptModule>
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Figure 4-5 e-Paper system (step 2)
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In figure 4-5, we indicate the LDAP server’s IP and which key is used to encrypt

messages. We use the GUICallbackHandler to ask for user name and password.

Figure 4-6 is the looks of GUICallbackHandler.
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Finally we can observe the snooper is not authenticated and can’t get the private key

for encryption. It can’t receive the message that the publisher sent and get an

exception, as figure 4-7.
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Chapter 5 Discussion

In this chapter we discuss some ideas and trade-off during design of the pluggable

security framework and describe the advantages and disadvantages.

5.1 Multiple Interfaces

In our design we define multiple interfaces for different functionalities instead of
single interface. The main reason is different functionalities have dissimilar input and
output. It means different parameters and return values of interfaces. Also, adapting
single interface needs assistance of meta-data, fqr example, the deployment descriptor

of EJB[16]. It will lead to péffofmetlnf:e -i?izas&:, The following table lists the
comparison of multiple interfaces and single interface: designs.
- Pl .-'.'

. % 1HDEG
ey

Table 5-1 Comparison of multiple iﬁt.e';faces and "s‘ingle interface

Performance High Low
Readability High Low
Maintenance Hard Easy
Flexibility Low High
Deployment Easy Hard
Performance

Due to the input/output of multiple functionalities are different, the design of single

interface needs some help of meta-data. For example, we can design a interface called
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Unilnterface :

public interface Unilnterface

{
public int preAction (DSPara in, DSRtn out);
public int inAction (DSPara in, DSRtn out);
public int postAction (DSPara in, DSRtn out);

b

Figure 5-1 A example of single interface

The data type DSPara is a flexible data structure for storing parameters. As the same,
the DSRtn is a data structure for storing return values of the functions. The retrun
value of every function states the execution state. At this scenario, every module must

inherit this interface and the DSPara anhd DSRtn:may be described as XML.

<DSPara>
<Integer>500</Integer>
<Byte>0x01</Byte>

<DSPara>

Figure 5-2 A example of parameters described in XML form

This is a key point that leads to performance waste. Because PFIM kernel needs to
parse the XML first and reconstruct the DSPara and DSRtn data structure, it is time

consuming.

Readability
As figure 5-1, we can’t quickly find out the semantics according to the Unilnterface’s
member functions. In our multiple interfaces design, the semantics is clear. For

example, getEncryptedMessage means message encryption.
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Deployment

The difficulty of deployment is also an important concern. The single interface design
is more complicated on deployment because the types of parameters and return values
are not fixed and also the semantics of functions are not clear. So the MOM’s manager
usually got confusion with deployment. In our design, the structure and semantics of

configuration are clearer for easy deployment.

The advantage of using multiple interfaces is the semantics of interfaces is clear.
Programmers can easily read and understand the interfaces. Unlike EJB, the
categories of functions of MOMs are not infinite. So the design of multiple interfaces

is possible.

Because there is only a set of interface; programmers only need be familiar with the
interface. It is more convenient for maintenance using single interface. By the help of
deployment configurations, it is also more flexible than multiple interfaces. But for
clear semantic and easy deployment, we adopt the design methodology of multiple

interfaces.

5.2 Middleware-layer Security

The reason why we bring security functions into middleware layer, not leave to
application layer is to simplify the programming processes and programmers can
focus on business model. Without security related codes, applications are more
portable. Another reason is if middleware supports many security modules,

programmers can easily built their security framework.
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5.3 Performance vs. Security

It is usually a trade-off between performance and security. More safely encryption
usually needs more CPU resources. By pluggable security framework, programmers
can choice appropriate modules to fit their requirement. But under some circumstance,
programmers have no idea about how safely the security module is and how much
CPU resources the module needs. We bring up the classification mechanism and

document it to programming guide. Figure 5-1 is an example.

S2 S1 PO P1
Security < > Performance
KerberosLoginModule LDAPLoginModule
KerberosAuthorizeModule LDAPAuthorizeModule
AESEncryptModule M DESEncryptModule
LDAPLoginModule FileLoginModule
LDAPAuthorizeModule LocalAuthorizeModule
AESEncryptModule

Figure 5-3 Trade-off between security-and-performance

In the example we classify modules into four levels. Level PO uses LDAP for
authentication and authorization, and DES for encryption. It provides medium

security and performance. It is a guideline for programmers.

5.4 Distributed Management

It is very difficult in distributed management. The lookup, synchronization, addition,
and deletion of resource are sophisticated enough for writing another paper. But under
some circumstance it is indeed necessary. With pluggable security framework,
third-party providers can plug in their distributed modules and use distributed security

architecture with PFJM.
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Chapter 6 Conclusion and Future Works

6.1 Conclusion

In the e-services world, MOMs are widespread used at various systems. Programmers
can build their systems quickly by MOMs. MOMs simplify the sophisticated
processes for delivering messages. For portability, Sun defined the JMS API and
programs written using JMS API have the benefit of “write once, run anywhere”. The
JMS API is a set of simplified API that programmers can learn easily. But Sun doesn’t
define security related functionalities in JMS APIL. Nowadays, security issues are more
and more concerned. So every MOM providers usually add their own security

functions into their products.

In this paper, we discuss many. security.issues including user authentication, trust
authorization, and message encryption‘on MOMs. We surveyed the methods how the
MOM products on market solve the issues. And we conclude that the design is less
flexible and can’t be adapted to distributed systems. So we bring up a pluggable
security framework with more flexibility. We design our security functions in the
modular concept and define several interfaces for security modules. Based on PFJM,
we built the pluggable security framework into PFJM and write several security
modules for it. Programmers can adapt to different security strategies by modifying
configurations. In this paper, we designed a system that using LDAP server for
authentication and authorization to demonstrate the flexibility of pluggable security

framework.
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The pluggable concept can be applied to other functions such as logging. By
pluggable framework, the distinction and collaboration of components of software are

clearer. And the maintenance and addition of the software are more convenient.

6.2 Future Works

There are many security related problems in MOMs, not just authentication,
authorization and encryption. Other problems such as how to filter messages, how to
manage topics are also important and complicated. Following we give some ideas for

filtering and topic related issues.

Authentication-based Filter

We can add filter interface into PEJM forfilteting messages. PFJM already has basic
application-based filter. “Application-based” means the filter’s rules come from
applications.  Another  kind- . of.  ‘filter is  authentication-based filter.
“Authentication-based” means its rulés come from the identity of authenticated user.
For example, the filter rules of nurse C in figure 3-2 filter the private portion of an

anamnesis.

If application-based filter are used with authentication-based filter, the filter processes

are as following.
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Authentication-based Filter

Message {BasicFilterHXMLFilter}» _______
. ; Filtered
N - {BasmFllter}_{XMLFllter} T
—

S

Application-based Filter

Figure 6-1 Combined usage of authentication-based and application-based filters

After authenticated, authentication;based filters. will be executed. In the example,
there are BasicFilter and XMLEFilter. Application-based filters are executed according

to the requirement of applications.

Pluggable Protocol

As figure 2-1, message encryption can be classified to per-message encryption and
per-channel encryption. In our pluggable security framework, there is per-message
encryption. By adding connection interface in figure 3-1, we can have the pluggable

per-channel encryption such as HTTP, SSL, SOAP, SSH, etc.

Per-Topic Encryption

In our framework, all messages are processed by the same encryption modules. But
more complicated, we expect messages are processed by different modules according
to the topics. So every topic uses different encryption algorithms. A cracker who have

successfully snooped one topic will have no idea to snoop another one. The PFIM
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environment is more secure.
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