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Abstract

The Enterprise JavaBeans (EJB) [1]
architecture is designed to enable building
one scalable, secure, flexible, and
distributed chin-client applications as
reussble and server-side components
[2][13]. The EJB architecture was
proposed to support for transactions. The
research [3] implemented a transaction
system of EJB architecture, which alows
application devel opers to invoke enterprise
beans to update data in multiple databases
in a single transaction. These databases
can be distributed in different servers [4].
In addition to manage the transactions, the
transaction system could automaticaly
demarcate a transaction on behalf of the
enterprise bean, including begin, commit,
and rollback it. Hence, the application
developer need not explicitly specify
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transaction demarcation code and the
enterprise beans are simpler to develop.

Keywords: EJB, Internet, Client-server,
Database, distributed systems, transaction

1. Introduction of EJB

Recently, the development of software
design has a great variation. The demands
for the software design have tended to
provide the capabilities of distributed,
thin-client, multi-tier, scalability, reusable
and so on. Based on these advancements,
in March 1998, Sun Microsystem Inc.
proposed the specification of Enterprise

JavaBeans (EJB for short)[1], which
satisfies al these demands. The EJB
technology expects to provide an

environment for developers to produce
scalable server-based applications using
existing components without worrying
about the complexity of multi-threaded,
transactional and distributed process
programming.

The EJB architecture defines a model to
simplify the development of distributed
enterprise applications, which develops
and deploys the reusable components via
the network. These components are called
enterprise beans The developers only
present the invocation of the enterprise
beans and need not care the low-level
transaction, state management, multi-
threading and other complex low-level
APIs when developing applications. These
complex actions of management will be

handled by the EJB architecture
automatically. In other words, the
developer only concerns about the

presentation logic — “thin client”. Usually,
a thin-client application is easier to be
managed than traditional client/server
applications, and both scalability and
performance will increase.



“Write Once, Run Anywhere’” (WORA)

[9] [10] is one of the primary tenets of
Java technology. The EJB architecture
aso follows the philosophy of WORA.
Once an enterprise bean is developed, it
then can be deployed on multiple
platfforms  without recompilation or
modification. In this case, the EJB
architecture not only reaches the goa of
reuse in object level but also enables
portability. Besides, athough the EJB
architecture is designed with JAVA base,
it could be compatible with many
applications, such as existing server
platform, non-JAVA programming
language applications, other JAVA
language APl and CORBA protocol. [6]
[12]

In the EJB architecture, there supports
high scalability by using the multi-tier
[7][8], distributed application architecture.
A multi-tier application is an application
that has been partitioned into multiple
application components. Multi-tier
applications provide a number of
significant advantages [13] over traditiona
client/server  architectures, including
improvements in scalability, performance,
reliability, manageability, reusability, and
flexibility.

The EJB architecture is a new and strong
infrastructure. [14] It not only connects
and manages a wide array database,
mainframe applications and customized
software solutions; but also provides high
availability to handle enterprise-scale
computing. The EJB architecture is also a
technology for rapid  application
development, and existing IT investments
integration and protection.

2. Transactions in the EJB
Architecture

In a client/server system, a process might
be divided into several tasks which
execute in various sites. During the
execution, the working system must
guarantee either all these tasks complete,
or none of them do at all. These tasks may
be treated as in a transaction that owns
four properties, including atomicity,
consistency, isolation and durability [11].

A transaction system [10] can guarantee
the success of the activities in each
execution sequence within a distributed
environment. The transaction system is an
essential component of the EIJB
architecture and supports flat transactions
of two-phase commit protocol.

2.1 TheJava Transaction API

In the EJB architecture, the JAVA
Transaction APl (JTA) [10] is a
specification of the interfaces between a
transaction manager and the EJB
Container, enterprise beans and Java client
program. JTA provides a programming
interface to start transactions, join existing
transactions, commit transactions and
rollback transactions. The EJB architecture
allows both the Bean Providers and the
application developers in EJB Client to
use the javax.transaction.User Transaction
interface of JTA to control transaction
boundaries programmatically. JTA is
implemented in EJB Container which
provides the
Jjavax.transaction.User Transaction
interface for the enterprise beans and EJB
Client, and the
Jjavax.transaction. TransactionManager
interface to control transaction boundaries
on behaf of the EJB Client being managed.

2.2 Transaction approaches of
EJB Architecture

The EJB architecture defines three
approaches [5] to demarcate transaction
boundaries. The first one is a client-
managed transaction demarcation, where a
client makes explicit calls to begin or
commit such a transaction. The other two
are bean-managed and container-managed
transaction demarcation. An enterprise
bean can make a call to begin or commit a
bean-managed transaction. The EJB
Container automatically begins or
commits a container-managed transaction
which is declared by an enterprise bean.

Client-managed transaction

In the EJB architecture, the application
devel oper uses the
Jjavax.transaction.User Transaction
interface defined in JTA to demarcate



transaction boundaries. The developer
could firstly obtain the
Jjavax.transaction.User Transaction
interface via JNDI (JAVA Naming and
Directory Interface). Then, he/she can
demarcate the transaction with begin() and
commit() method provided by the
Jjavax.transaction.User Transaction
interface.

Bean-managed transaction

The enterprise bean can demarcate a
transaction programmed by the Bean
Provider. The enterprise bean uses the
getUserTransaction() method from the
EJBContext to obtain the
Jjavax.transaction.User Transaction
interface, which is then used to demarcate
a transaction. After getting the transaction
status, the enterprise bean can execute the
business methods in a transaction between
User Transaction.begin() and
User Transacton.commit(). Also, it can roll

back a transaction using rollback() method.

Besides coding enterprise beans with
bean-managed transaction demarcation,
the Bean Provider must aso set the
atribute “transaction-type element” with
“Bean” in the deployment descriptor file.
The attribute with “Bean” specifies that
the enterprise bean must be executed with
bean-managed transaction demarcation in
the EJB Container.

Container-managed transaction

The development of enterprise beans
with  container-managed  transaction
demarcation can be simplified because the
developers do not have to explicitly code
the transaction’s boundaries. When a
business method of the enterprise bean is
invoked, the EJB Container interposes the
method invocation and gains the
permission to control the transaction
demarcation based on the transaction
attribute of the business method.

In the deployment descriptor, each
business method has its correspondent
transaction attribute, which specifies how
the EJB Container should demarcate the
transaction. In the EJB architecture, six
values for the transaction attribute are
defined: NoQupported, Required, Qupports,
RequiredNew, Mandatory and Never.

The Bean Provider is responsible to set
up the deployment descriptor file as follow:
For each session bean, Bean Provider must
declare the “transaction-type element” as
either “Bean” or “Container” and set the
value of transaction attribute of each
business method. For each entity bean,
Bean Provider must set the value of
transaction attribute of each business
method but never set the transaction-type
because al entity beans have to use
container-managed transaction
demarcation.

3.Design of Transaction System
3.1 The System M odel

Our transaction system is designed and
implemented to own the transaction
capabilities of the EJB architecture. The
transaction system helps EJB Container to
select a transaction action when a business
method is invoked. The transaction system
provides JTA for the EJB applications and
the EJB Container to demarcate the
transaction. Also, the transaction system
manages the transactions based on 2-phase
commit protocol. Our transaction system
architecture, shown in Figure 1, contains
three primary components, including
Transaction Code Generator (TCGen),
Java Transaction APl (JTA) and a
Transaction Manager.

In Figure 1, TCGen component, a sub
component on the Deployer, generates
transaction codes to help the EJIB
Container to select the transaction action.
The implementation of JTA provides the
EJB applications and EJB Container a
programming interface to demarcate a
transaction, eg: start, join, commit and rall
back transactions. The Transaction
Manager component is used to manage all
transactions.

3.2 Design of Transaction Code
Generator

When a business method is invoked, the
EJB Container selects the transaction
action for the method according to the
transaction attribute, transaction-type and
status of client. The EJB Container can
aso decide to commit, hold or rollback the



transaction when the business method
completes. Hence, there exists a pair of
transaction controls in the front and end of
the business method correspondingly.

In our design, the transaction
controls are coded as two TCGen methods
named Prelnvoke() and Post/nvoke(). The

EJB Container

Enterprise beans

Manager

Transactiong—}| Connection i
I Manager

Figure 1 The system architecture of transaction system

Prelnvoke() method selects the
transaction action. The Postinvoke()
method is used to commit the transaction
started in Prelnvoke(). These two TCGen
methods are coded in the class of
javax.gb.EJBObject interface; it s
inherited by the class of the enterprise
bean’'s Remote interface. When Deployer
generates the class of enterprise bean's
Remote interface, it asks TCGen object to
add a pair of TCGen methods to each
business method. Within the class, the
TCGen inserts method invocation of
Prelnvoke() in the front of a business
method and Post/nvoke() at the end.

4. Conclusion and Future Work

In the short report, a transaction system of
the EJB architecture, including TCGen,
JTA and Transaction Manager, is designed
and implemented. The transaction system
adlows three different transaction
approaches defined in EJB architecture to
demarcate a transaction in the EJB
Container. Especidly, the transaction
system could help EJB Container to select
the transaction action when a business
method is invoked. Hence, the application
logic requires no transaction codes and the
enterprise beans are ssimpler to write.

The EJB architecture only supports
2-phase  commit protocol for flat
transactions. However, the 2-phase
commit protocol has an uncertainty period
because a processor must detect a stable

predicate in order to commit or abort after
voting “Ready”. To avoid the problem, the
transaction system may be rebuilt based on
3-phase commit protocol or better one.
Besides, nested transactions are not
allowed within the business methods. The
transaction system also enhances to take
advantage of nested transaction, if these
vendors provide support for nested
transactions in the future.

In the EJB architecture, it is allowed that a
business method to perform other
enterprise beans which reside in other EJB
Container. Hence, the distributed
transactions among many EJB Containers
are afuturetopic.
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