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Abstractªª

ªªªªOne important task is testing and debug-

ging a distributed program is to detect truth 

values of global predicates. Detecting a gen-

eral-form predicate involves handling global 

states with combinatorial explosion. Therefore, 

many researchers focused on the detection of 

conjunctive-form global predicates which have 

a weaker expressivability but the problem itself 

becomes tractable. This approach decomposes 

logically a global predicate into local predicates, 

each of which can be detected independently by 

a single process. Each process sends its predi-

cate events, the events that cause its local 

predicate to be true, to a dedicate process called 

the checker process. The checker process stores 

events in event queues and determines whether 

a collected set of events can from a consistent 

event set or not and therefore determines 

whether the global predicate is satisfied. Our 

proposed method provides an improvement to 

the conventional approach. It takes advantage 

of idle time to find and remove in advance 

useless events pending in event queues. This 

method can reduce the space requirement of 

event queues and increase the processing speed 

of the checker process. Previous work in this 

area does not find and remove all uselessª

events while our proposed method does. 
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predicates, consistent global events, consis-

tent event sets. 
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    One important task in testing and debug-

ging a distributed program is to answer whether 

a given execution run of this program fulfil ls a 

particular property. Such a property is often 

specified as a global predicate – a Boolean 

expression whose value depends on the states 

of multiple processes and, perhaps, communi-

cation channels. Detecting global predicates 

involves identifying consistent global states [1], 

on which predicates are to be evaluated. In 

general,  the number of consistent global states 

is exponential in the number of processes [2]. 

Therefore, an exhaustive search for all system 

states, which is necessary for detecting a 

general-form predicate, will suffer from the 

combinatorial explosion problem. Many 

researchers avoid this problem by placing 

restriction on the types of predicates. In par-

ticular, they have considered global predicates 

that can be logically decomposed into 

sub-expressions, each of which is locally 

detected by a single process [4,5,6,12]. Such 

sub-expressions are called local predicates. 

Only local states upon which local predicates 

are satisfied have to be examined to see if any 

combination of them can form a consistent 

global state. The number of states is therefore 

reduced. Each process sends its events that 

cause its local predicate to be true to a dedicate 

process called the checker process. The checker 

process stores events in event queues and 

determines whether a collected set of events 

can form a consistent event set and therefore 

determines whether the global predicate is 

satisfied. 

The problem of finding all removable 

events was not previously solved [6]. Suppose 

that k event queues are non-empty, each of 

which has n events. A straightforward approach 

might involve looking at all nk  possible sets 

consisting of one event from each of the k event 

queues [6]. Chiou and Korfhage [6] proposed 

an algorithm for finding removable events that 

has an O(k2n2) time complexity. Their method, 

however, cannot identify all useless events. 

Although the� necessary and sufficient condi-

tions for useless events have been formulated 

[9,10,14], as to the author’s knowledge, no 

practical algorithm has been proposed. Previ-

ous work in this area cannot find and remove 

all useless events. We plan to find all useless 

events. 

�
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In our proposed method, the checker proc-

ess performs two routines. The first routine 

examines if the event set comprising all  current 

head events in each queue is consistent. The 

technique used in this routine is to repeatedly 

find two causally related head events and 

remove the one that happened before the other 

[4]. When no head event is removable and no 

event queue is empty, a consistent global 

predicate is identified. 

Events usually do not arrive at a constant 

rate, so it is possible that some event queue 

grows lengthily while others drain. If any event 

queue is empty, the first routine must wait for 

all absent events before it can make a determi-

nation. The second routine identifies and 

removes all events currently pending in the 

queues that are unable to be consistent with 

other events (including those not arrived yet), 

even under the condition that some event queue 
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is empty. The main purpose of this routine is to 

remove useless events in advance to reduce the 

space requirement of the event queues and 

avoid further process of useless events by the 

first routine. This removal does not impose 

additional overhead on the checker process: 

while the first routine cannot progress, the 

checker process can perform this routine rather 

than being idle. In our proposed method, we 

focus on the design of the second routine.  

The second routine consists of two mod-

ules. The first module collects precedence 

relation between event intervals. The second 

module removes useless predicate events by 

examining the collected information, and 

discards collected information that is obsolete. 

These two modules are not assumed to be 

executed in parallel : only one module can be 

activate at any instant of time. We do not 

prescribe any particular scheduling policy of 

them.  
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Our proposed method exploits the result in 

[10], which established the theory of event 

intervals, and treats the problem of finding 

useless events as an on-line computation of an 

adjacency matrix representing an event interval 

graph. We avoid unlimitedly expansion of the 

matrix by cutting down obsolete rows and 

columns, saving both memory space and 

execution time. The validity proof of our 

method is provided. The simulation result 

indicates that the cutting technique effectively 

reduces the matrix size. 
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